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Abstract

University of Liège - School of Engineering and Computer Science
OpenRoaming: Evaluation of the potential of e-ID as an Identity Provider

in the OpenRoaming federation and implementation of a prototype
Marie Maes

Supervisor: Prof. Benoit Donnet
Co-Supervisors: Mr. Bart Brinckman, Mr. Hugues De Pra, and Mr. Franck De Reymaeker

Academic Year 2024-2025

In an era of growing need for network connectivity, traditional public Wi-Fi infrastructures face
major limitation as they are either insecure or inconvenient if they require manual logins. To address
these security and accessibility challenges, many Wi-Fi networks are now integrating with Identity
Providers (IDP) and Access Network Providers (ANP). The IDP securely manages user identities
and credentials, enabling more reliable and secure Wi-Fi access using user authentication, while
the ANP manages network resources. OpenRoaming is a federation that enables easy Wi-Fi access
across IDPs and ANPs.

The goal of this project is to evaluate how e-ID, the Belgian electronic identity card, can become
an IDP in the OpenRoaming federation so that citizens can get seamless and secure Wi-Fi access
using their e-ID credentials. This integration enables citizens who authenticate with their e-ID
credentials via a mobile application to gain secure Wi-Fi access in government buildings and private
venues without any manual configuration or interaction with their phone’s Wi-Fi settings.

The project consists of three phases: (1) a theoretical study of OpenRoaming, e-ID, and related
technologies, (2) the evaluation of potential approaches to integrate e-ID as an IDP, and finally
(3) the development of a prototype. The components involved in this prototype include (a) a
mobile application for the user to authenticate with e-ID, (b) an access point for managing Wi-Fi
connections and forwarding authentication requests from the users, (c) a AAA server that includes
an EAP/RADIUS server to communicate with the access point and a back-end server that will
communicate with the IDP, and finally, (d) the IDP.

The final prototype demonstrates a secure and user-friendly system in which an Android device,
after successfully being authenticated via the mobile application, seamlessly connects to previously
unknown Wi-Fi networks in a safe environment. This is achieved through a robust configuration
involving WPA2 Enterprise, EAP-TTLS with PAP over a RADSEC tunnel, OpenID Connect, and
the use of certificates across all components.

This project successfully highlights how e-ID can become a reliable IDP in the OpenRoaming
federation, addressing modern connectivity challenges while ensuring a secure user experience.
Keywords: OpenRoaming; e-ID, Identity Provider, Wi-Fi.
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Chapter 1

Introduction

1.1 Context

The demand for network access is constantly growing these days [123]. When people go out,
they either turn on their mobile data or try to find a public Wi-Fi (section 2.2). Typically,
when connecting to these Wi-Fi, a pop-up page appears and people are asked for a lot of
information before they actually get access to the network. An alternative is to ask for the
Wi-Fi name (called SSID) and the password when people are in a hotel, venue, enterprise,
hospital, or any other location that offers Wi-Fi.

Needless to say, this is neither convenient nor secure, as these wireless networks are
vulnerable to SSID name spoofing [59], network sniffing, and many other security threats.
As can be seen in Figure 1.1, the problem is that one-third of the people connect with a
public Wi-Fi daily. Even worse, almost 40% of the respondents are not concerned about
the security of these Wi-Fi and think they are somewhat safe. The need for a secure and
easy solution is thus a big challenge in this era of smartphone predominance.

Figure 1.1: Users’ belief in Public Wi-Fi from [107]

To address these security and accessibility challenges, many Wi-Fi networks are
integrating with Identity Providers (IDPs) and Access Network Providers (ANPs). The

1



CHAPTER 1. INTRODUCTION

IDP securely manages user identities and credentials, enabling more reliable and secure
Wi-Fi access using user authentication, while the ANP manages network resources and is
the physical link between user’s devices and the network. The relationship between IDPs
and ANPs is critical, as it enables the establishment of federated networks, where users can
authenticate across multiple networks seamlessly.

One of the solutions to manage this relationship between IDPs and ANPs is OpenRoaming
(Section section 2.1), as represented in Figure 1.2. Developed and maintained by a global
alliance called the Wireless Broadband Alliance (WBA) [135], OpenRoaming enables easy
Wi-Fi access between identity providers (IDP) and access network providers (ANP). It
allows users to connect to multiple Wi-Fi networks that are OpenRoaming-capable with a
single initial connection. Once successfully authenticated, users do not need to re-enter
their credentials when moving from one network to another.

Figure 1.2: OpenRoaming federation

OpenRoaming is thus a framework that enables seamless and secure Wi-Fi access
across different networks without requiring users to manually log in each time they change
networks [135]. Its primary goal is to simplify the user experience by enabling automatic
and secure Wi-Fi connections. This is particularly useful in environments such as airports,
shopping centers and government buildings where users frequently move between different
networks.

A well-known example of an OpenRoaming-enabled Wi-Fi network is the eduroam
[127] [3] service, widely used in academic institutions, as shown in Figure 1.3. It is a wide

Figure 1.3: OpenRoaming network: eduroam on-boarding based on [102].

infrastructure including 28000 wired connection points and 1900 Wi-Fi access points [102].
Eduroam allows students, researchers, and staff to connect securely to the Wi-Fi network
of any participating institution without needing to re-enter their credentials. For instance,
a university student authenticated on their home campus can visit another university,
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CHAPTER 1. INTRODUCTION

possibly in a different country, and automatically connect to the local eduroam network.
This eliminates the need for manual logins, providing both convenience and security, even
in unfamiliar locations.

1.2 Goal of this project

As mentioned above, OpenRoaming is based on an Identity federation with Access Network
Providers (ANP) and Identity Providers (IDP) as members.

The goal of this project is to evaluate how e-ID, the Belgian electronic identity card,
can become an IDP in the OpenRoaming federation, as can be seen in Figure 1.4, so that
citizens can get seamless and secure Wi-Fi access using their e-ID credentials in government
buildings or in private venues that want to offer connectivity to citizens.

Figure 1.4: e-ID as an Identity Provider in the OpenRoaming federation

e-ID is a PKI-based solution that assigns authentication and signing certificates to
citizens. The private keys of these certificates are securely stored on the chip card of
the citizen’s identity card. These certificates can be used to authenticate to government
services or other services (e.g. banks) that accept the citizen’s identity. The e-ID identity
management solution supports OpenID Connect (OIDC) to authenticate to these web
services. The e-ID can also be used to bootstrap 2-factor authentication using applications
such as myGov [109] or Itsme [11].

The project consists of 3 phases:

1. The study phase: It consists of a theoretical study of OpenRoaming, e-ID and related
technologies.

2. The solution investigation: This phase evaluates the potential approaches for inte-
grating e-ID as an IDP, ranging from direct integration with EAP-TLS to a proxy
between EAP and OIDC. It should also evaluate client-side approaches and possible
integration with myGov application. Other aspects will also be evaluated, such as
the choice of database and programming language.

3. The prototype: The final phase highlights the development of a demonstrable proto-
type of an e-ID IDP and a client that authenticates with e-ID credentials.
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My personal contributions to this project include the 3 phases mentioned above, i.e. an
in-depth study of the OpenRoaming technologies as well as the e-ID principles, then work
towards a concept for a reliable solution to integrate e-ID as an IDP in the OpenRoaming
federation, and finally implement this solution.

Through this work, several components are essential. It includes a mobile application for
users to be able to authenticate with e-ID, an access point to manage the Wi-Fi connection
and forward authentication requests, an AAA server that includes an EAP/RADIUS server
and a back-end server to authenticate users and manage communication with an IDP, and
finally the IDP.

The final prototype is a device that, after downloading the mobile application and
successfully authenticating with the IDP, is able to seamlessly connect to a Wi-Fi that it
had never visited before, while remaining in a safe environment.

1.3 Implementation of the prototype: Resources

The implementation of the prototype and various other resources is hosted in a gitlab
directory:

https://gitlab.uliege.be/Marie.Maes/openroaming

A video demonstrating the whole solution is available at the following link:

OpenRoaming thesis - Demo and progress (Marie Maes)-20241219 1405-1.mp4

The solution presented in this video uses Google credentials instead of e-ID credentials.
This is because integration with the e-ID IDP requires a special setup that should have
been provided by the IDP providers. Unfortunately, it was not possible for them to do
so in time for the delivery of this project. These credentials work almost identically, so
switching from one authentication method to another is not a big adjustment.

1.4 Roadmap

The remainder of this report is divided into 4 chapters.
The chapter 2 discusses all the theoretical background required about OpenRoaming

for this thesis. In particular, it focuses on Wi-Fi, OpenRoaming, identity providers (IDP)
and related technologies.

The chapter 3 discusses the e-ID authentication method and related protocols. It
focuses on e-ID, OAuth 2.0, OIDC and tokens.

The chapter 4 reviews the possible approaches available to implement the final solution,
including the best EAP method for this use case and how to integrate e-ID.

The chapter 5 focuses on the implementation characteristics and peculiarities of the
prototype.
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Finally, a conclusion will be drawn about this work and its possible improvements in
chapter 6.
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Chapter 2

Theoretical Background: OpenRoaming

This chapter describes OpenRoaming and related technologies in more details to provide a
foundation for the subsequent phases of this project.

2.1 OpenRoaming

The OpenRoaming [136] federation, as depicted in Figure 2.1, is composed of a few key
components that interact with each other to enable secure and seamless Wi-Fi roaming. A
reminder about Wi-Fi is given in section 2.2 and section 2.3.

OpenRoaming is developed and maintained by the WBA, an Alliance that will be
described in section 2.8.

Figure 2.1: OpenRoaming federation: on-boarding flow taken from [8]

First, a device (for example, a smartphone) will automatically discover Wi-Fi networks
that are PassPoint-enabled. The device uses the Access Network Query Protocol (ANQP)
[112] to discover network details, including supported authentication methods and the
identity of the network operator. The ANQP protocol is used in the Passpoint service
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to help connect seamlessly. Passpoint technology and ANQP protocol are explained in
section section 2.9.

For this thesis, the authentication method will be e-ID, which is described in section 3.1.
This authentication method supports OpenID Connect (OIDC), described in section 3.2.

Once the ANQP protocol discovers the network, it triggers the 802.1X [100] [70]
authentication process to ensure that only authorized users can access the network. The
802.1X protocol relies on the Extensible Authentication Protocol (EAP) [120] to perform
secure authentication between a supplicant (e.g., a user’s smartphone) and an authentication
server. The section 2.7 clarifies the 802.1x standard and the EAP protocol.

Note that there are several EAP types, but in the OpenRoaming case, EAP-TTLS [45]
[8], which leverages TLS, is often selected. TLS [69] [95] is explained in section 2.6 and
EAP-TTLS in section 2.7, along with other EAP types.

Figure 2.1 then represents the physical Wi-Fi infrastructure provided by the Access
Provider (e.g., an airport, hotel, or ISP). This physical infrastructure includes the Wi-Fi
Access Point (AP) to which users connect for internet access. The network is secured by
enterprise security protocols, and more specifically the WPA2 Entreprise [101] protocol.
Typically, with WPA2 Enterprise, an authentication server is used. It is usually a RADIUS
server that is used to authenticate users and devices. The Access Providers and the WPA2
protocol are described in section 2.3. RADIUS concepts are explained in section 2.5.

After that, to ensure that the user can connect seamlessly, the Wi-Fi Access Network
needs to be part of the OpenRoaming federation as an Access Network Provider (ANP).
Once it has joined the federation, it can participate in the OpenRoaming network, allowing
its users to roam between different Wi-Fi networks easily.

The Federation also need on-boarded Identity Providers (IDP) to manage user authen-
tication. Indeed, authentication requests are routed through the OpenRoaming federation
to the appropriate IDP, which then verifies the user’s credentials and grants access to
the network. The details about the federation are presented in section 2.4 along with the
concepts related to ANP’s and IDP’s.

2.2 Wi-Fi and IEEE 802.11 Standards

As Wi-Fi [125] and the IEEE 802.11 Standards [130] are the heart of this project, this
section will briefly review these concepts [49] [70].

Wi-Fi is a wireless networking technology that allows devices to communicate over
a wireless signal. It is based on the IEEE 802.11 standards that define the technical
specifications for wireless local area networks (WLANs) and is widely used in local area
networks (LAN). Wi-Fi operates on different channels that are at different frequencies,
usually 2.4 and 5 GHz.

Table 2.1 shows the key versions of the Wi-Fi generations.
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IEEE 802.11 standards Year
Max data rate

(Mb/s)
Range
(m)

Frequency
(GHz)

802.11b 1999 11 30 2.4
802.11a 1999 54 30 5
802.11g 2003 54 30 2.4

802.11n (Wi-Fi 4) 2009 600 70 2.4, 5
802.11ac (Wi-Fi 5) 2013 3470 70 5
802.11ax (Wi-Fi 6) 2021 14000 70 2.4, 5

802.11-2012 2012 54 2.4, 5

802.11af 2014 35-560 1000
unused TV bands

(54-790 MHz)
802.11ah 2017 347 1000 900 MHz

Table 2.1: IEEE 802.11 Wireless LAN based on [69]

Also note that the IEEE 802.11u standard published in 2011 (which is included in
802.11-2012) will be used for SSID discovery and selection as it defines the Access Network
Query Protocol (ANQP). ANPQ will be discussed in subsection 2.9.1.

2.3 Wi-Fi Network Components and Management

This section dives into some of the important Wi-Fi Network Components [70] that will
be used for this project.

2.3.1 Wireless local-area network (WLAN)

A Wireless local-area network (WLAN) [22] is a wireless network that allows wireless devices
like smartphones, laptops, and other Wi-Fi-enabled devices to connect and communicate
between each other and with wired infrastructures. A WLAN is a limited area like a home,
office, or school and operates under Wi-Fi standards.

2.3.2 Access Point (AP)

Access Points (AP’s) are essential components of Wi-Fi networks as they are the link
between the wireless and the wired networks. It allows devices to connect to the wired
infrastructure.

8



CHAPTER 2. THEORETICAL BACKGROUND: OPENROAMING

Figure 2.2: 802.11 LAN architecture taken from [69]

Figure 2.2 illustrate the 802.11 LAN architecture. The wireless host along with the AP
form a Basic Service Set (BSS), also called a cell. These cells are connected from an AP to
a router or a switch that then connects them to other cells and to the wired Internet.

AP’s role is thus to allow wireless devices to connect to anything outside of their cell.

2.3.3 Service Set Identifier (SSID)

The Service Set Identifier (SSID) is a unique identifier assigned to a Wi-Fi network. It
serves as a Wi-Fi network’s "name" and is used to distinguish one wireless network from
another. When a device (e.g., a smartphone) scans for available networks, it receives a
list of SSID’s from nearby access points. Users can then select the appropriate SSID to
connect to the desired network. The screen on the left in Figure 1.3 shows a list of SSIDs,
including eduroam, to which the user is connecting.

When a device arrives in a BSS, it needs to associate with an AP as this will be its link
to the wired infrastructure. The AP’s are used to broadcast a wireless signal containing
an SSID so that devices can connect to it.

2.3.4 Beacon Frames

Beacons are a type of management frame in IEEE 802.11 networks, transmitted periodically
by an AP to announce the presence of a wireless network. These beacon frames contain
essential information about the network, including the SSID, supported data rates, and
other network capabilities and details.

In the context of OpenRoaming, beacon frames play an additional role by advertising
the Roaming Consortium Organization Identifier [136] [113] (RCOI), which signals that
the AP is OpenRoaming-capable. RCOI’s also allow to enforce different policies in the
OpenRoaming federation. Depending on the RCOI, a user will be automatically rejected if
he does not match the policy. The RCOI is provisioned via the OpenRoaming Passpoint
profile and will thus be explained in more depth in the Passpoint section (section 2.9).
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2.3.5 Wi-Fi Protected Access (WPA)

Wi-Fi Protected Access (WPA) [101] is a wireless security protocol developed by the Wi-Fi
Alliance [125] to secure wireless networks. It provides robust encryption and authentication
mechanisms to protect data transmitted over Wi-Fi networks, as these networks are
unsecure channels.

The first version of WPA uses TKIP (Temporary Key Integrity Protocol) [132] as
the encryption method. TKIP dynamically changes its key after they are used to encrypt.
This ensures that a stolen key cannot be used for too long. WPA is now outdated as it has
some limitations and vulnerabilities. Instead, WPA2 is used.

WPA2 [101][133] (IEEE 802.11i standard) provides stronger security by using a stronger
encryption method than TKIP called AES [36][48] (Advanced Encryption Standard). AES
uses a symmetric encryption algorithm [36] that is resistant to brute-force attacks. WPA2
supports two types of authentication modes:

• WPA2-Personal (WPA2-PSK): This mode uses a pre-shared key as a shared secret
for authentication between the client and the access point. No AAA server is involved.
When a user wants to get access to the network, he simply needs to enter the
pre-configured password.

• WPA2-Enterprise: Typically, an AAA server is used (usually a RADIUS server). WPA2-
Enterprise supports various EAP methods to provide secure user authentication and
dynamic key generation. AAA servers are explained in section 2.5.

One of the key components of WPA2 is the Pairwise Transient Key (PTK). The PTK is
derived during the WPA2 authentication process through a four-way handshake between the
client and the access point using the EAPOL [86] [119] (Extensible Authentication Protocol
over LAN) protocol. EAPOL is briefly explained in section 2.7. In WPA2-Enterprise, a
Master Session Key (MSK) is generated during the EAP authentication phase between the
client and the RADIUS server. The MSK is then used to derive the PTK and the PTK will
be used with AES to encrypt data, ensuring secure data transmission.

2.4 OpenRoaming federation

The OpenRoaming federation is the core of the OpenRoaming architecture [136]. It is a
federation of trusted IDP’s and ANP’s that enables seamless authentication and roaming
between different Wi-Fi networks. IDP’s and ANP’s are combined under a same PKI-based
trust architecture. The goal is to bring together a network of Wi-Fi networks [61], as
shown in Figure 2.3. It also has a certificate authority and a revocation service running on
openroaming.org.

The federation provides dynamic discovery based on DNS, and TLS-based [95] authenti-
cation and encryption, based on WBA-managed PKI which is described in subsection 2.8.1.
Once an ANP has discovered a serving IDP for a user, and the ANP and IDP have mutually
authenticated each other, the federation supports TLS-based services such as authentication,
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accounting, settlement and metric exchange. In principle, any protocol can run across
the federation, but in practice, the Extensible Authentication Protocol (EAP, explained in
section 2.7) is used for network authentication. EAP can be leveraged to authenticate many
credentials such as username/password, certificate, SIM card, token, etc. In this project,
e-ID credentials will be used. e-ID will be explained in more details in section 3.1.

Figure 2.3: Identity federation with many participants taken from [71]

When a user connects to an OpenRoaming-enabled ANP, its device authenticates them
with their IDP via the federation, which facilitates secure and trusted authentication
without the user needing to log in manually.

TLS is used to protect the data in transit between the Access Network (ANP) and
the Identity Provider (IDP). It ensures that sensitive information, such as authentication
credentials, is encrypted during transmission. Before data exchange, the ANP must discover
which IDP to use for a given user. The network uses DNS to find out which IDP is responsible
for authenticating a user based on their domain or credentials. DNS also plays a role in
routing authentication requests by resolving the domain name of the user IDP. This is part
of the IDP discovery process.

2.4.1 Access network Provider (ANP)

An Access Network Provider (ANP) [136] in the OpenRoaming framework is an entity
that operates a Wi-Fi network and provides users with internet access. To become an
OpenRoaming ANP, an organization must apply to the Wireless Broadband Alliance (WBA)
and agree to the terms of the OpenRoaming legal contract.

After receiving the certificate, the ANP configures its access points with the OpenRoaming
Roaming Consortium Organization Identifier (RCOI). The RCOI is a global identifier
advertised in beacons sent by AP’s, indicating that the network is part of the OpenRoaming
framework, and is described in more depth in subsection 2.9.2. This configuration allows
mobile devices to easily discover and connect to the ANP’s network.

ANP’s then handles the on-boarding of mobile devices, which involves creating Wi-Fi
profiles that enable devices to auto-connect to Wi-Fi networks. This can be done using the
Passpoint mechanism (explained in section 2.9). When a device receives an OpenRoaming
profile from an IDP, it can discover nearby OpenRoaming Wi-Fi networks through the
RCOI. The device then starts a secure authentication process with the ANP using the
information from the OpenRoaming profile.
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2.4.2 Identity Provider (IDP)

An Identity Provider (IDP) [136] in the OpenRoaming framework is an entity that manages
the identity and privacy of users. It authenticates the users with the given credentials
and returns an authentication token upon successful authentication. It should also include
OpenRoaming-related information called RCOI in the Passpoint profile of its users.

Any IDP should be on-boarded to become a member of the OpenRoaming federation
[16]. Indeed, it needs to register with the OpenRoaming Domain Name System (DNS) to
ensure that the associated realms are able to be discovered by the ANP’s.

IDP discovery process [134]

Realms are part of the Network Access Identifier (NAI) [10]. NAI is a standardized identifier
for users trying to get access to a network. The NAI structure consists of a username
(or an anonymous identifier if the user wishes to remain anonymous) followed by an "@"
symbol and a realm (e.g., username@realm.com).

In the OpenRoaming context, the NAI allows networks to identify where to forward
authentication requests, ensuring that they reach the correct IDP. For example, the NAI
user123@exampleidp.com is used as user identification (user123) and to route the authen-
tication request to the right IDP (exempleidp.com).

In order to achieve this objective, NAPTR [72] and SRV [56] DNS records will be
used. A NAPTR (Naming Authority Pointer) record is a type of DNS record that helps to
dynamically discover services by specifying the preferred service, protocol, and additional
lookup records. It defines rules that allow the system to find additional records (usually
SRV records) needed to contact the right service. An SRV record is another type of DNS
record that is used to specify the exact server and port where a specific service is hosted.
SRV records identify the hostname (fully qualified domain name [129]) and port of the
server that provides a particular service.

Figure 2.4: IDP discovery call flow based on [71]
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As shown in Figure 2.4, 3 main queries are performed to discover the IDP:

1. The NAPTR Query: When the ANP receives an authentication request from a user
(e.g., user123@exampleIDP.com), it extracts the realm (exampleIDP.com) from
the user’s NAI. The ANP sends an NAPTR query for the realm exampleIDP.com to
discover which service and protocol to use when connecting to the IDP. The IDP’s
DNS server responds to the NAPTR query by providing a protocol and SRV record.
The protocol tells the ANP how to communicate with the IDP’s server.

2. The SRV Query: Using the protocol information, the ANP then sends an SRV query
to find the exact server that provides the service for exampleIDP.com. The SRV
query response returns the fully qualified domain name (FQDN) of the server along
with the port number. This allows the ANP to locate the IDP authentication server
precisely.

3. The FQDN Query: The ANP performs a DNS lookup for the FQDN received in the
SRV response to get the IP address of the IDP server. The DNS server returns the
IP address of the AAA server of the IDP, enabling the ANP to establish a connection
with the IDP for the user’s authentication request.

2.5 AAA framework, RADIUS and RADSEC

This section explains in more depth what is the AAA framework, RADIUS and RADSEC [111].
AAA (Authentication, Authorization, and Accounting) ensures secure access to network
resources by verifying user identities, managing permissions, and tracking activity and
metrics. RADIUS is a widely used protocol within this framework that relies on the unreliable
UDP protocol. RADSEC improves RADIUS by leveraging TLS and TCP, providing encryption
and reliable delivery, which improves security for modern networks.

2.5.1 AAA framework

AAA [13] stands for Authentication, Authorization, and Accounting and is a framework
that helps manage users and their access to a network based on the user identity and the
network policies implemented. It also helps keep track of user activity.

The first component of the framework is the authentication. It helps authenticating a
user via credentials such as username and password to verify the identity of the user.

If the user is correctly authenticated, the second component of the framework, Au-
thorization enters the scene. Its purpose is to grant some privileges to the user. These
privileges include what the user is allowed to do and which resources and services he can
access.

The last component is accounting. It is used to log the user’s activity, for example,
which resources were used and for how long. This tracking can be used for billing or
building statistics.
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2.5.2 RADIUS

Remote Authentication Dial-In User Service (RADIUS) [96] is an implementation of the
AAA framework. RADIUS is a client-server protocol that is used to authenticate, authorize
and account users.

There are 4 main types of RADIUS packets:

1. Access-Request: It is sent to the RADIUS server when a client initiates the authen-
tication process and can contain information such as the username and password of
the user.

2. Access-Accept: It is used when the RADIUS server grants access to the network to
the user.

3. Access-Reject: It denies the user access to the network.

4. Access-Challenge: It is sent by the RADIUS server in response to an Access-Request
if the request requires additional information from the user to accept it. Access-
Challenge is often triggered by protocols such as EAP (Extensible Authentication
Protocol) [45], which can require multiple message exchanges between the client
and the RADIUS server for successful authentication [12]. EAP will be described in
section 2.7.

As confidential information such as passwords can be transmitted via the RADIUS
protocol, some mechanisms are implemented to secure the RADIUS communication, such
as a secret. The RADIUS secret is a shared password that must be configured identically on
both the RADIUS client and the RADIUS server and is never transmitted over the network.
Instead, it is used to verify the authenticity of each device. When a RADIUS client sends an
Access-Request to the RADIUS server, it includes an Authenticator field that is encrypted
using the RADIUS secret. The RADIUS server then uses the shared secret to decrypt and
verify the Authenticator, confirming that the request came from a trusted client. The
RADIUS secret is used to encrypt sensitive parts of RADIUS packets, particularly the user’s
password in Access-Request packets.

Typically, users do not connect directly to the RADIUS server, but rather to an AP
that is the link between the users and the RADIUS server. The AP is then responsible for
routing authentication requests from the users to the server. A typical RADIUS flow is
shown in Figure 2.5.
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Figure 2.5: Workflow for RADIUS Authentication

The client initiates the connection through an access point that then sends an Access-
Request packet with the user’s identity information (such as a username) to the RADIUS
server. The RADIUS server can then determine that further information (like a password
or encrypted credentials) is needed to complete the authentication and responds with an
Access-Challenge packet. The client provides the requested information (e.g., password,
certificate) in response to the challenge via a new Access-Request packet sent back to the
RADIUS server. The RADIUS server then verifies the credentials from the second Access-
Request and valid them or not. If valid, the AP grants network access to the user.

2.5.3 RADSEC (RADIUS over TLS and TCP)

A weakness of the RADIUS protocol is that is runs on the unreliable transport protocol UDP
[1]. This lack of reliability can be problematic in network environments where security and
reliability are critical, such as the authentication process in the RADIUS environment.

To address these issues, RADSEC (RADIUS over TLS and TCP) [126] [55] was introduced.
RADSEC uses TLS (Transport Layer Security) [95] and TCP (Transmission Control Protocol)
[2] to add encryption and reliable transport to RADIUS communications. Indeed, TLS
provides strong encryption, ensuring data confidentiality and integrity, while TCP, unlike
UDP, enhances reliability as it guarantees packet delivery and maintains packet order. A
well-known service that uses RADSEC is the roaming environment eduroam [127] [3].

The default destination port number for RADSEC is 2083. RADSEC works in the same
way as RADIUS, but first establishes a TCP connection. After the TCP handshake is done,
a TLS session is negotiated. TLS is explained in more details in section 2.6. The server
certificate is thus validated by the client assuming that the client is configured to trust the
CA that signed the server certificate. This prevents wireless devices from connecting to a
malicious server.
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2.6 TLS

The TLS [69] [95] protocol, as can be seen on Figure 2.6, is a protocol on top of TCP that
provides security and data integrity, usually between a client and a server.

Figure 2.6: TLS connection process based on [69]

After a successful TCP connection between the client and the server using the three-
way handshake (SYN, SYN-ACK, and ACK), there are four phases to the TLS Handshake
Protocol [69]:

1. Establish Security Capabilities: the client and server negotiate the cryptographic
parameters they will use during the session using the ClientHello and ServerHello
messages. This will allow them to select a common cryptographic algorithm.

2. Server Authentication (and Key Exchange): The server sends its certificate to
the client who will check its validity. In some cases, the server may also send a
ServerKeyExchange message that contains additional information for the key ex-
change. Once the server has completed these steps, it sends a ServerHelloDone
message to notify the client that it has finished.

3. (Client Authentication and) key exchange: If the server has requested client authenti-
cation (which is optional), the client may send its certificate to the server. The client
then generates a pre-master secret (PMS), encrypted with the server’s public key
and sends it as a ClientKeyExchange message.
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4. Finish: It starts with a ChangeCipherSpec message from both the client and the
server that indicates that everything is now encrypted and that integrity is protected.
Both of them then send a Finished message that is encrypted and that verifies that
the key exchange and authentication processes were successful.

After the TLS handshake is completed successfully, the encrypted channel is ready for
application data exchange. An Alert message (from the TLS Alert Protocol) can be sent to
report errors or notify the closure of the TCP connection.

2.7 IEEE 802.1X and EAP protocol

802.1X [100] [70] is a set of standards specified for Wi-Fi, and works using a three-part
framework, whose components are represented on Figure 2.7:

• The supplicant: The device (for example, a smartphone) that is trying to access
the network and therefore must provide its credentials to the authenticator.

• The authenticator: The access point (AP) that requests the credentials of the
supplicant and that manages communication between the supplicant and the authen-
tication server.

• The authentication Server: An AAA server that stores and manages the credentials
for users. Typically, it is a RADIUS server that is responsible for validating the user
credentials and granting or denying access.

Figure 2.7: 802.1X Authentication Components

Between the suppliant and the authenticator, EAPOL [86] [119] is used, while between
the authenticator and the authentication server, RADIUS is used. EAPOL is used in wired and
wireless networks to facilitate communication between a supplicant and an authenticator
as it encapsulates EAP messages and transports them over Ethernet frames (EAPOL-
EAP packet). Other types of packets can also be used for initiating user authentication
(EAPOL-Start packet), and for key management in WPA2 (EAPOL-Key packet).

The 802.1X protocol relies on the Extensible Authentication Protocol (EAP) [120] to
perform secure authentication between a supplicant and an authentication server.

There are 4 types of EAP packets:

1. Request: Sent by the authenticator to the client to request some information

2. Response: Sent by the client to provide some information to the authenticator
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3. Success: Sent by the authenticator to the client to notify the client that he is
authenticated successfully

4. Failure: Sent by the authenticator to the client to notify the client that he cannot
be authenticated

The EAP exchange is shown in Figure 2.8. The client begins the authentication process
by sending an EAPOL-Start message to the access point. The access point responds
to the client with an EAP-Request for Identity and the client responds with an EAP-
Response/Identity, sending its identity to the access point. The access point forwards
the client’s EAP-Response/Identity to the RADIUS server by encapsulating it in a RADIUS
Access-Request message. The access point essentially passes the EAP message through to
the RADIUS server. The RADIUS server processes the identity and sends an EAP-Request in
the form of a RADIUS Access-Challenge message back to the access point. This challenge
starts an EAP authentication exchange. The client responds to the challenge with an EAP-
Response, which may contain additional authentication information, such as a password
or a response to a challenge. Depending on the type of EAP authentication method used,
this challenge step might be repeated as many time as needed. Once the RADIUS server
has verified the client’s identity, it sends an EAP-Success message within a RADIUS Accept
message to the access point and the access point forwards the EAP-Success message to the
client, indicating that authentication has been successfully completed.
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Figure 2.8: EAP authentication exchange based on [120]

EAP is able to carry a lot of different user authentication methods (known as EAP
types), such as LEAP, EAP-FAST, PEAP, EAP-TLS, and EAP-TTLS. For the OpenRoaming setup,
EAP-TTLS is often selected due to its balance between security, scalability and flexibility
[137] [127]. For this project, the EAP method selected will be discussed in section 4.4.2. Let
us first dive into the different methods and their characteristics.

2.7.1 User authentication

In many EAP methods, some inner user authentication protocols such as PAP, CHAP, and
MS-CHAPv2 are commonly used to verify a client’s identity. These protocols provide
a way to securely authenticate the user by exchanging credentials within an encrypted
channel, ensuring that only authorized users get access to the network. Originally devel-
oped for the use in PPP (Point-to-Point Protocol) [106] connections, which enable direct
communication between two nodes, these authentication protocols are necessary to secure
network authentication. Let us focus on them before explaining the different EAP methods.
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PAP

Figure 2.9: PAP authentication based on [87]

The Password Authentication Protocol (PAP) [105] is the simplest authentication protocol
used to authenticate a supplicant (that is, the client) within the EAP exchange. The
supplicant sends its username and password (referred to as an Id/Password pair) in
plaintext to the authenticator, which then passes these credentials to the authentication
server. This simple method allows the server to verify the provided credentials against its
user database and either accepts or rejects the connection. This is thus a simple 2-way
handshake. PAP by itself is not a strong authentication method as the password are sent
in plaintext and its utilization is expected to be done within a secure environment, such
as a TLS tunnel.

However, security mechanisms are implemented. In certain configurations, PAP can be
adapted to improve security by using a one-way hash. Instead of sending the plaintext
password, the supplicant hashes the password using a cryptographic hash function and
transmits this hash as the credential. The authentication server stores the hashed version
of each user’s password in its database. When it receives the hashed password from the
supplicant, it directly compares it with the stored hash value to authenticate the client.
This approach ensures that the actual password is never transmitted, and only the hash is
exchanged [87].

CHAP

Figure 2.10: CHAP authentication based on [87]

Challenge-Handshake Authentication Protocol (CHAP) [105] is a protocol that is consid-
ered more secure than PAP because it does not transmit passwords in plaintext. CHAP
uses a challenge-response process, which is often described as a three-way handshake to
authenticate users.

When a client (supplicant) initiates a connection, the authenticator generates a unique
challenge and sends it to the client. The client then combines the received challenge with
its password to compute a hash value. This hash value is sent back to the authenticator.
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Upon receiving the response, the authenticator retrieves the stored client password
from its database and performs the same hashing operation using the received challenge
and the stored password. If the hash values match, the client is authenticated successfully.

To perform this comparison, CHAP therefore requires the authenticator to retrieve
the client’s password from storage to compute the expected response. Because CHAP’s
challenge-response mechanism relies on combining the challenge with the actual client’s
password (or its hash), two-way encryption is necessary for the authenticator to get access
to the stored password securely.

MS-CHAP and MS-CHAP-V2

Microsoft Challenge-Handshake Authentication Protocol (MS-CHAP) [139] and its im-
proved version, MS-CHAPv2 [138], are authentication protocols developed by Microsoft
to address some of the security limitations of CHAP and are often used in environments
that require compatibility with Windows systems (but are also supported on Linux and
macOS).

MS-CHAP

Figure 2.11: MS-CHAP authentication based on [87]

MS-CHAP is based on the basic CHAP challenge-response mechanism, except that it
uses a variant of the MD4 hash instead of MD5, and the responses are encrypted with
DES. MS-CHAP has known vulnerabilities [87] such as offline dictionary attacks, and
lacks mutual authentication, meaning only the client is authenticated, not the server. This
version is no longer used and MS-CHAPv2 is preferred.

MS-CHAPv2

Figure 2.12: MS-CHAPv2 authentication based on [87]

MS-CHAPv2 is similar to CHAP, but introduces mutual authentication in addition. When
the client receives the challenge from the server, it combines the server’s challenge, the
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client’s challenge, and the hashed password to create a response. It then sends back the
username, the client challenge, and the response to the server. The server retrieves the
hashed password associated with the username from its database but does not directly
compare it to the response from the client. Before, it hashes the database hash using
a hash of the username, client challenge and server challenge via several cryptographic
steps that are not detailed here. The server compares the result of its encryption with the
response received from the client. If they match, the authentication is successful.

2.7.2 LEAP

LEAP (Lightweight Extensible Authentication Protocol) [121] [67] is a Wi-Fi authentication
mechanism developed by Cisco. LEAP is considered lightweight as it does not use any
certificate on the client or server side. It authenticates users through a username and
password that must be validated before the user gets access to the network.

Concerning its security, LEAP uses mechanisms such as Wired Equivalent Privacy
(WEP) [101] which uses dynamic keys that prevent an attacker from using a stolen key
indefinitely. Despite this, WEP is the ancestor of WPA and WPA2 and is now considered
obsolete as it presents huge security vulnerabilities. Indeed, LEAP is prone to dictionary
attacks [36] which is a type of brute-force attack where the goal is to try all possible
passwords until you get a match. As LEAP transmits cleartext usernames and encrypted
passwords, an attacker can simply intercept them and perform a dictionary attack on the
encrypted password until he gets a match.

Although obsolete, LEAP is sometimes used for its simplicity for applications that do
not require security mechanisms at all.

2.7.3 PEAP

PEAP (Protected Extensible Authentication Protocol) [67] [91] [94] is a more secure
alternative to LEAP as it uses an encrypted TLS tunnel and certificates on the server side.
This protects the exchange against offline dictionary attacks.

PEAP establishes a secure TLS tunnel between the supplicant and the authentication
server. It requires a server-side PKI certificate to create this tunnel so that public key of
the server can be used for encryption.

Figure 2.13 shows the PEAP message sequence for successful authentication using
MS-CHAPv2, as this is a common inner authentication for PEAP. Note that the sequence
of messages remains the same if CHAP or MS-CHAPv1 were used as the specifics of the
inner EAP method are encapsulated within the secure TLS tunnel and is represented by the
EAP-Response/Identity and EAP-Response/Inner EAP messages. The format of the exchange
is thus made generic as CHAP, MS-CHAPv1 and MS-CHAPv2 all use the same schema of
a connection request (EAP-Response/Identity) from the client, a challenge and a response
to this challenge (EAP-Response/Inner EAP) from the client.
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As soon as the client has initiated the connection, EAP is started with the authenticator
sending an EAP-Request/Identity packet to the client. The client responds with an EAP-
Response/Identity message containing its identity. This identity is typically in the form
of a username or a network access identifier (NAI). The NAI is used to identify the
client and may also indicate the realm or domain to which the client belongs (e.g.,
user123@exampleidp.com). The realm can be used by the authentication server to route
the authentication request to the appropriate domain. The authenticator forwards the
EAP-Response/Identity to the server as part of a RADIUS Access-Request message. The EAP
conversation in PEAP involves two phases:

• Phase 1: Establishing a Secure Tunnel (TLS Handshake). This phase es-
tablishes a secure encrypted TLS tunnel between the client (supplicant) and the
authentication server (RADIUS server). During this phase, TLS is used to authenti-
cate the PEAP server with the client, as already seen in section 2.6. EAP packets are
exchanged between the client and the PEAP server through the access point (authen-
ticator), which simply forwards these packets without modification. This exchange
completes the TLS handshake, establishing a secure encrypted tunnel between the
client and the PEAP server. Once the TLS handshake is complete, the remainder
of the communication, including the inner authentication phase, occurs within this
secure tunnel.

• Phase 2: Inner Authentication (MS-CHAPv2). After the TLS tunnel is es-
tablished, PEAP proceeds to the inner authentication phase, where the client is
authenticated using MS-CHAPv2 on the secure tunnel. The client starts by sending
an EAP-Response/PEAP message containing its inner identity, signaling the initiation
of inner authentication. In response, the PEAP server issues an EAP-Request with
an MS-CHAPv2 challenge, and the client replies with an MS-CHAPv2 response.
This response includes a hashed version of the client’s credentials. The PEAP server
then verifies the client response against its stored information, such as a hashed
password or credentials located on the AAA server. If the credentials match, the client
is successfully authenticated.
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Figure 2.13: PEAP message sequences for a successful Authentication via MS-CHAPv2 based on
[94]

2.7.4 EAP-FAST

EAP-FAST (Flexible Authentication via Secure Tunneling) [98][67] protocol is designed for
secure network authentication without requiring a server-side certificate, making it faster
than PKI-based methods. Instead, EAP-FAST uses Protected Access Credentials (PACs)
[46] to establish a secure tunnel in Phase 1, which can then be used for authentication
exchanges in Phase 2. The key components in this process are the PAC, Type-Length-Value
(TLV) fields, and EAP-GTC (Generic Token Card).
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Figure 2.14: EAP-FAST message sequences for a successful Authentication based on [98]
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The EAP conversation in FAST involves two phases:
• Phase 1: Establishing a Secure Tunnel., the client and the server establish a

secure tunnel using a PAC, which is a set of credentials shared between the client and
the server. The "opaque PAC" field in the ClientHello message contains encrypted
PAC data, allowing the server to verify the client’s identity and establish trust
without requiring certificates. This exchange ensures that the client and the server
have a shared secret, enabling them to establish a secure tunnel for subsequent
communications. After the PAC is exchanged, a TLS handshake occurs within the
established PAC-based tunnel.

• Phase 2: Inner authentication. TLVs are used in Phase 2 to send different types
of data in a structured way, encapsulated within the secure tunnel. For example, TLV
fields can transmit attributes such as authentication tokens, cryptographic binding
information, and intermediate results. Here, TLVs ensure mutual authentication and
integrity by exchanging and verifying identity-related data.
EAP-GTC is a simple authentication method that is used within the secure tunnel.
It allows the client to send a generic token (such as a one-time password or other
credentials) to the server. This method is flexible and can accommodate different
types of token-based authentication mechanism. In this example, EAP-GTC messages
are passed between the client and the server to complete the authentication.
To prevent man-in-the-middle attacks, EAP-FAST uses cryptobinding TLVs, which
are exchanged after the EAP-GTC phase. These TLVs verify that both the client and
the server are using the same secure tunnel, binding Phase 1 (the PAC-based tunnel)
and Phase 2 (authentication data) cryptographically. The successful exchange of
crypto-binding TLVs confirms that both phases are linked securely.
Once the authentication and crypto-binding are complete, the server sends a result
TLV (Success) to indicate successful authentication. Finally, an EAP-Success message
is sent, allowing the client to access the network.

2.7.5 EAP-TLS

EAP-TLS [104] is similar to other EAP methods such as PEAP except that it requires
authentication from both the client and the server side, and thus certificates on both sides.
The process of exchanging certificates is done during the TLS handshake.

Once the initial identity exchange and the TLS handshake are done, an EAP-Success
message is sent, which signals the completion of the authentication process and allows the
client access to the network, as illustrated in Figure 2.15. The strength of this method is
that it uses certificates both on the server and client side, making it a really secure EAP
type.
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Figure 2.15: EAP-TLS message sequences for a successful Authentication based on [104]

2.7.6 EAP-TTLS

EAP-TTLS (Extensible Authentication Protocol-Tunneled Transport Layer Security) [45] [8]
is a secure authentication method widely used in various network environments, including
OpenRoaming. It is a strong method as it encapsulates a TLS session to ensure a secure
and encrypted channel for the exchange of authentication information. Thus, it protects
against man-in-the-middle attacks and other security threats [36]. This is particularly
important in wireless environments, where data (such as password-based authentication
protocols such as PAP) is transmitted over the air and can be easily intercepted.

As EAP-TTLS is often selected in the OpenRoaming context as the EAP method, it will
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be covered in more depth in this section.
Figure 2.16 represents an EAP-TTLS message sequence for a successful authentication

through tunneled PAP. The supplicant (client) uses EAP-TTLS to securely tunnel its PAP
credentials to the authentication server via the authenticator (access point). This sequence
involves the initial EAP identity exchange, the establishment of a TLS tunnel, and the
transmission of credentials within the secure tunnel. RADIUS is the carrier protocol between
the AP and the server. Both the RADIUS server and the AAA server are considered as the
authentication server in this example to maintain the IEEE 802.1X three-part framework.

As soon as the client has initiated the connection, EAP starts with the authenticator
sending an EAP- Request/Identity packet to the client. The authenticator forwards the
EAP-Response/Identity to the TTLS server as part of a RADIUS Access-Request message.

EAP-TTLS then encapsulates the TLS session and the method involves 2 phases:
• Phase 1: Establishing a Secure Tunnel (TLS Handshake). During this phase,
TLS is used to authenticate the TTLS server to the client. EAP packets continue to be
exchanged between the client and the TTLS server through the authenticator (that
simply passes the packets through) to complete the TLS handshake as presented in
section 2.6.

• Phase 2: Inner Authentication (PAP). This phase is used to tunnel information
between the client and the TTLS server to perform client authentication using the
credentials exchanged within the secure tunnel. The authentication can itself be
EAP or any other protocol such as PAP, CHAP, MS-CHAP, or MS-CHAP-V2. For
this example, PAP will be used, the supplicant will thus send an EAP-Response/TTLS
message containing its User-Name and User-Password. The authentication server
validates the credentials and responds with a RADIUS Access-Accept message. This
step ensures that the supplicant’s credentials are verified against the authentication
server’s database.
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Figure 2.16: EAP-TTLS message sequences for a successful Authentication via Tunneled PAP based
on [45]

2.7.7 EAP-PPT

EAP-PPT (Extensible Authentication Protocol using Privacy Pass Tokens) [99] enhances
user privacy and security in network authentication by preventing tracking across multiple
sessions. It achieves this by using Privacy Pass tokens [92], which are unlinkable, meaning
that they do not contain personal information that could identify the user or be linked
to past authentication events. The Privacy Pass process works by issuing tokens (called
"Privacy Pass tokens") that users can redeem on participating websites. These tokens are
cryptographically signed and allow users to prove that they have passed a CAPTCHA’s
[128] or other challenges in the past, without revealing any personal details or requiring

29



CHAPTER 2. THEORETICAL BACKGROUND: OPENROAMING

the user to repeat the challenge that can compromise user anonymity.
This approach is especially interesting for scenarios where user anonymity is important,

such as public Wi-Fi networks, as this will prevent service providers, identity providers
and administrators to track individual’s identity and personal information, or even simply
connection and usage patterns.

This protocol works inside TLS tunnels and uses token challenges to authenticate
peers without revealing sensitive information. As can be seen in Figure 2.17, the EAP
Identity Exchange (which is optional in some cases) occurs first, where the peer sends an
EAP-Response/Identity message containing only the realm portion. This allows routing to
the correct authentication server without exposing any personal identifiers. The tunnel is
created without the peer being authenticated initially. The server ensures that the TLS
handshake does not require client certificate verification, as this is deferred in the EAP-PPT
method.

Figure 2.17: EAP-PPT message sequences for a successful Authentication taken from [99]

Once the TLS tunnel is established, the
EAP server challenges the peer using an EAP-Request/PPT-Challenge message. This
message contains a JSON encoded set of token challenges. These challenges require the
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peer to present a valid Privacy Pass token. The peer thus sends the Privacy Pass token
back to the server that can performs token verification by redeeming the provided token.
If the verification is successful, the server authenticates the peer and responds with an
EAP-Success message. Note that token challenges are also designed to avoid the transmission
of any permanent identifiers or pseudonyms. This prevents the server from tracking the
peer across different sessions.

In OpenRoaming, the realm portion of a user’s outer identity helps the ANP to discover
the authoritative IDP for that user. However, OpenRoaming relies on RADIUS attributes
and EAP, which can lead to potential privacy concerns as user information can be shared
between the ANP and IDP.

To address this issue, EAP-PPT can be used to separate the issuance of credentials
from their verification, preventing the authenticator from inadvertently sharing user data.
In an OpenRoaming use case, the roles of Issuer and Verifier are thus separated. The
Attester/Issuer collaborates with the EAP-PPT server, which performs the token verification.

2.8 Wireless Broadband Alliance (WBA)

The Wireless Broadband Alliance (WBA) [135] is a global organization founded in 2003,
dedicated to working with the latest Wi-Fi technologies. The organization is located in San
Ramon, California, and focuses on areas such as Next Generation Wi-Fi, OpenRoaming,
IoT, 5G, etc. In 2020, WBA launched the OpenRoaming federation that helps users to get a
seamless and secure Wi-Fi onboarding experience.

2.8.1 WBA-based Public key infrastructure (PKI)

Before diving into PKI and the WBA-based PKI, it is important to introduce the asymmetric
cryptography that is involved in the PKI.

Asymmetric cryptography

Asymmetric encryption [36], as can be seen in Figure 2.18, is used to securely send data
over an insecure channel. It involves two keys: a public key and a private key. The keys
are mathematically related, but it is practically impossible to derive the private key from
the public key. It is thus not an issue to share the public key while keeping the other key
private. One key is used for encryption and the other for decryption.
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Figure 2.18: Asymmetric Encryption process based on [36]

The concept of asymmetric encryption is that Bob generates a public key and a private
key using the RSA [76] algorithm. He keeps the private key secret, but shares the public
key with Alice. When Alice wants to send a secure message to Bob, she uses Bob’s public
key to encrypt her plain text message into a cipher text. The public key can only encrypt,
not decrypt. Thus, no one can read the cipher text. When Bob receives the encrypted
message (cipher text), he uses his private key to decrypt it, turning the cipher text back
into the original plain text. Only Bob can decrypt the message because he is the only
one who has access to the private key. Thus, this process ensures secure communication
between the two users.

Public key infrastructure

To ensure that public keys are authentic (i.e. to avoid someone impersonating Bob from
the previous example), a trusted third party is used for public key distribution. To do so, a
public key infrastructure (PKI) model [36] is used. PKI does not distribute keys but rather
certificates and the trusted third-party is called a Certification Authority (CA). Each
CA holds its own certificate and the associated private key allows the CA to sign other
certificates. The final form of PKI, which is hierarchical, involves a structure where there
is a single root CA at the top of the hierarchy which has the authority to create and sign
certificates for intermediate CAs. These intermediate CAs, in turn, can sign certificates
for servers, devices, or applications. In a hierarchical PKI, the root CA’s certificate is
self-signed, meaning it is signed with its own private key, establishing its identity and
trustworthiness. Intermediate CA’s have their certificates signed by the root CA, creating
a chain of trust that extends from the root CA down to the end entities. When a certificate
is presented, its authenticity can be verified by tracing the chain of trust back to the
root CA. This ensures that all entities within the PKI can trust each other based on this
established hierarchy.
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WBA Public key infrastructure

The Wireless Broadband Alliance (WBA) Public Key Infrastructure (PKI) framework, as
shown in the Figure 2.19, is a hierarchical structure designed to ensure the trust and
authenticity of certificates within wireless network environments.

It operates similarly to a general PKI, with a WBA Root CA at the top of the hierarchy.
openroaming.org is the root of trust and consists of a root CA, an intermediate CA and a
certificate revocation service [71].

Directly below the root CA, the policy CA, which is an intermediate certificate,
defines the policies related to issuing certificates within the WBA federation. There are
also Intermediate Signing CA’s, such as the CISCO Signing I-CA and the WBA Signing
I-CA. The system also includes various agreements for the Legal Framework to ensure
compliance of the ANP’s and IDP’s. [136]

Figure 2.19: OpenRoaming federation architecture: WBA-based PKI taken from [8]

2.9 Passpoint

OpenRoaming leverages the Wi-Fi Alliance [125] specified Passpoint [122] [124] [58] func-
tionality to roam. PassPoint (also known as Hotspot 2.0) allows devices to automatically
connect to trusted Wi-Fi networks without the need for manual SSID selection or password
entry using preconfigured PassPoint profiles. It is a secure option for roaming as it uses
the 802.1X authentication standards for Wi-Fi and supports both WPA2 and WPA3
encryption. It also typically works with RADIUS servers to manage user credentials [58].

The 2 main components are the PassPoint Access Points, that can be deployed almost
everywhere, and the PassPoint-enabled devices that are able to pair with the PassPoint
AP’s.

Passpoint-enabled AP’s broadcast information about their roaming capabilities and
network details (such as service providers or specific roaming partnerships) through Access
Network Query Protocol (ANQP) messages, which will be discussed in the subsection 2.9.1.
Devices scan for these signals, determine which networks they are authorized to join
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according to the information that the AP broadcast, and connect seamlessly.
For the Passpoint-enabled devices to "know" which networks they are authorized

to connect to, Passpoint uses preconfigured profiles that are installed on the devices.
These profiles contain the necessary network and EAP credential information required to
authenticate the user seamlessly.

During the user’s authentication, as sensitive information is going to be exchanged,
the connection is protected by utilizing the IEEE 802.1X standard along with WPA2 or
WPA3 encryption protocols. The user’s credentials are managed by a RADIUS/RADSEC
server which supports multiple credential types and is secure.

Passpoints are thus a core component of the OpenRoaming infrastructure as they enable
seamless roaming by allowing users to move between different networks and access points
without disconnection or re-authentication.

2.9.1 Access Network Query Protocol (ANQP)

The Access Network Query Protocol (ANPQ) [136] [112] is a protocol used by wireless
devices in wireless networks to get information about available Wi-Fi networks before
actually connecting to them. ANPQ uses active scanning [70] as the client broadcasts a
Probe Request frame and waits for the Probe Responses from the nearby AP’s. The client
can then get access to information about the AP’s and their capabilities. It can include
information about capabilities, authentication supported, Roaming Consortium , Hotspot
2.0 information, etc.

In the context of OpenRoaming, this protocol is particularly relevant as it provides
information on Hotspot 2.0 and Roaming Consortium, which enables users to establish a
connection automatically.

2.9.2 Roaming Consortium Organization Identifier (RCOI)

An ANP need to be able to set up a policy in order to accept or reject users to its network.
To do so, Closed Access Group (CAG) based policies are used. Users who are part of a
CAG are allowed to access one or more OpenRoaming access networks, depending on the
CAG policy and what it allows. Roaming Consortium Organization Identifier (RCOI) [136]
[113] is used to encode these CAG’s.

RCOI is a 24 or 36-bit identifier used within the OpenRoaming Passpoint profile. It
manages the identity providers that are supported and allowed by the network.

There are 2 parts in the RCOI, as shown on Figure 2.20:
• The base RCOI: the first 24 bits. There are 2 possible base RCOI’s:

1. OpenRoaming-Settled: BA-A2-D0-xx-x which indicates that the users need to
pay the ANP to use their OpenRoaming services.

2. OpenRoaming-Settlement-Free: 5A-03-BA-xx-x which indicates that the ANP is
free of use.
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• The CAG extension: the last 12 bits, used to implement the Closed Access
Group Policies (CAG) and defined by the WBA. There are 5 fields, as can be seen on
Figure 2.20:

1. Level of Assurance Policies (LoA) [85]: It defines the degree of confidence during
authentication and security levels for identity proofing, with values for “Baseline”
(LoA 2) and “Enhanced” (LoA 3).

2. Quality of Service Policies (QoS) [131]: It sets service quality levels (Bronze
and Silver) to ensure consistent network performance. QoS provides guarantees
on availability, basic bandwidth and other performances of a service such as
packet loss, latency, etc.

3. Privacy Policies (PID): It ensures the identities of the users remain anonymous
through EAP identifiers that mask user information. The PID field enables
tracking if users consent to share a unique identifier, allowing an ANP to analyze
usage patterns and other information. It thus states if a user will be anonymous
or have personal identity.

4. ID-Type Policies (ID-Type): It specifies sectors (e.g., any, government, education,
retail) using an ID-Type field, allowing the ANP’s to serve users based on sector-
specific requirements.

5. Reserved: The last 4 bits are set to 0.

Figure 2.20: OpenRoaming RCOI format based on [136] [113]

The RCOI’s are included in the OpenRoaming Passpoint profiles on the device and
broadcasted via the beacons. The beacon can only carry 3 RCOI’s. If there is more than 3,
the ANQP protocol is used to advertise larger lists of RCOI’s. In the case where an RCOI
matches a configured profile in the device, the device will then start the authentication
process. A matching RCOI is thus necessary to access a network, as depicted in Figure 2.21.
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Figure 2.21: IDP profile and ANP matching scenarios taken from [113]

Regarding the link with ANP and IDP, the ANP will thus need to configure the RCOI in
its Wi-Fi equipment while the IDP will need to include the RCOI in the Passpoint profile
of its user devices. The RCOI in the profile and the one in the Wi-Fi equipment need to
match.

The ANP will state in the RCOI what it requires as PID and LoA and what it provides
as QoS. The IDP will state what it provides as PID and LoA and what it requires as QoS.
It means that if the RCOI matches, all requirements from both parts are met.

In the case where an ANP does not want to authorize all users from a CAG encoded
using RCOI, it can use a list of authorized NAI realm instead.
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Chapter 3

Theoretical Background: e-ID

This chapter describes e-ID and related technologies in more details to provide a foundation
for the subsequent phases of this project.

3.1 Electronic identification (e-ID)

e-ID [42] [41] is an authentication method. It authenticates users using an electronic proof
of identity via the chip on the Belgian electronic identity card.

The e-ID chip typically contains encrypted personal information, such as name, birth
date, and sometimes biometric data, which are securely stored on a chip. Digital certificates
can also be installed by the Belgian Government on the electronic chip if the card is
e-ID-capable. These digital certificates are used to authenticate the card holder digitally.
A PKI is commonly used in e-ID systems, where digital certificates help authenticate the
user and protect communication between the user and service providers [38] [14].

Figure 3.1: e-ID-based PKI taken from [38]
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The Figure 3.1 illustrates the Public Key Infrastructure (PKI) hierarchy used for
Belgian e-ID cards. The Belgian Root CA (BRCA) is the top-level CA managed by the
Belgian government. It issues certificates to intermediate CAs. There are 3 intermediate
CAs that the BRCA directly certifies. The Citizen CA and Foreigner CA issue certificates for
Belgian citizens and foreigners. The timestamp Authority CA issue timestamp certificates,
which are used to provide a secure timestamp for digital signatures. This ensures that
the exact time and date of a signature or transaction can be verified. Each intermediate
CA issues certificates to end-users or devices that are, in this case, embedded in chips
or specific hardware. Citizen CA and Foreigner CA issue two main types of certificates:
the X.509 AUTH cert, that is used for authentication purposes, allowing a cardholder to
verify its identity, and the X.509 SIGN cert, used for digital signing. These certificates
are embedded in Qualified Signature Creation Device (QSCD) [39] chips. The QSCD is a
secure environment where private keys are stored, ensuring that the digital signature is
created under strict security controls.

The CA’s issue personalized certificates for individual electronic chip cards. These
certificates leverage X.509, which is a standard that defines the format of the public-key
certificates [43]. X.509 certificates bind a public key with information about the entity
(such as name, organization, location, signature algorithm, etc.) and is signed by a trusted
CA, making it verifiable by anyone who trusts that CA.

3.1.1 Multi-factor Authentication

To improve its security, the e-ID system implements a strict authentication protocol.
For example, PIN-based access combined with PKI-based digital certificates ensures only
authorized users can access the e-ID.

This process is called a Multi-factor Authentication (MFA) [74]. MFA is a security
process that strengthens user verification by requiring multiple separate categories of
identification to access a system or application. These categories are:

• Something You Know: This category includes credentials such as passwords, PINs,
or answers to security questions.

• Something You Have: This might be a mobile device, a security token, or a smart
card.

• Something You Are: This can be biometrics, such as fingerprints, facial recognition,
or voice verification.

Usually, a user is prompted for 2 of these 3 categories to prove its identity. This is
called 2-factor authentication (2FA). e-ID can work using "Something You Know" and
"Something You Have". Indeed, many e-IDs are smart cards that need to be inserted into
a reader. The user then enters a PIN to verify access, which acts as the second factor.

The e-ID can also be used to bootstrap 2-factor authentication using applications such
as myGov [109] or Itsme [11].
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3.2 OAuth 2.0 protocol and OpenID Connect (OIDC)

The e-ID identity management solution supports OpenID Connect (OIDC) [90]. OIDC is an
identity layer built on top of OAuth 2.0 [57] [89], designed for user authentication. Let us
dive into these protocols [26].

3.2.1 OAuth 2.0 protocol

Before OAuth 2.0, if an application wanted to access another service on behalf of a user, it
would often ask for the user’s password to that service. This means that the user was giving
the third-party applications access to everything, regardless of what specific permissions
the third-party application actually needed. This also means that if one application is
compromised, all accounts where that password was used could be at risk.

OAuth 2.0, which stands for Open Authorization is a protocol designed to provide
delegated authority that enables third-party applications to obtain limited access to their
data without sharing passwords. Instead, it uses access tokens, which are generated by
an authorization server and grant specific permissions to the third-party app to retrieve
specific user data or get access to remote API’s.

OAuth 2.0 authorization flow

The Figure 3.2 illustrates the OAuth 2.0 authorization flow and the interactions between
the four primary roles in the protocol.

The four roles are:

1. The user (Resource Owner): This is the person who owns the data or resource
that the third-party application (client) wants to access. The user decides whether
to grant the client permission to access their data.

2. The client (Third-Party Application): The client is the application that wants
to access the user’s data on another server.

3. The authorization server: This server is responsible for authenticating the user
and determining whether the user grants permission to the client or not. It issues an
access token if the user authorizes the request.

4. The resource server: The resource server hosts the protected resources (e.g., user’s
data) that the client wants to access. The authorization server and the resource
server can be a unique server which manages the 2 roles.
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Figure 3.2: OAuth 2.0 flow and the interaction between the four roles based on [57]

The client begins the flow with the user being asked to log in and grant the client
permission to access their resources. Note that the request can be made directly to
the resource owner or via the authorization server as an intermediary. This request
includes information such as the client ID (to uniquely identify the client), requested
scopes (permissions), and a redirect URI of the client that indicates where to send the
authorization grant. An authorization grant is a kind of credential that represents the
user’s authorization.

The client then sends the authorization grant to the authorization server’s token
endpoint to request an access token. This step includes the client’s credentials (client ID
and secret) and the authorization grant, ensuring that only authorized clients can exchange
the grant for a token. The authorization server validates the authorization grant and, if
successful, issues an access token to the client. The access token represents the client’s
authorized access to the user’s resources and typically expires after some time.

When the current access token expires, refresh tokens are used to obtain new access
tokens. Refresh tokens are issued to the client by the authorization server, usually at the
same time as the access tokens. The way in which access and refresh tokens are used is
shown in Figure 3.3. The client exchanges the authorization grant with the authorization
server to obtain an access token along with a refresh token. The access token allows the
client to access the user’s protected resources on the resource server while the refresh
token allows the client to obtain a new access token after the original one expires, without
requiring the user to authenticate again. If the access token is valid, the resource server
grants the client access to the protected resource and returns the requested data. Access
tokens expire after some time, so when the client attempts to use an expired or invalid
access token to access the resource server, the resource server responds with an error,
indicating that the token is invalid. Instead of asking the user to re-authenticate and start
again the whole OAuth 2.0 flow, the client uses the refresh token to request a new access
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token from the authorization server.

Figure 3.3: Tokens usage based on [57]

Finally, the resource server validates the access token and provides the requested data
to the client if the token is valid and authorized for the requested scope.

Client Registration 1

For the OAuth 2.0 authorization flow to work, the client needs to register with the
authorization server. During registration, the client provides details such as its name, type,
and redirect URI (the URL to which the authorization server will send the user after
authorization). After registration, the authorization server issues a unique client identifier
to the client. This client ID is public and used to identify the client during the authorization
process. In addition to the client ID, the authorization server may issue a client secret (a
password-like credential) to the client. The client secret is used to authenticate the client
when it requests an access token.

OAuth 2.0 Endpoints

The Authorization Code Flow involves three primary protocol endpoints that enable
communication between the client and the authorization server. These endpoints are
typically exposed via HTTP/1.1 [88]. Note that OAuth 2.0 typically requires HTTPS for
all requests to ensure that the client ID, client secret, and tokens are transmitted securely.
It thus uses REST calls for the requests. The 3 endpoints are:

• The authorization/authentication endpoint: This is where the client directs
the user to initiate the authorization process. This endpoint enables the user to
grant permission to the client to access their resources. The authorization server

1This is the step that made the integration with e-ID impossible to demonstrate in this project, because
BOSA was responsible for providing this client id and secret but I didn’t receive them in time. On the
other hand, Google allows you to register yourself, and this allowed the project to continue without any
major changes.
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authenticates the user, obtains consent, and then redirects the user back to the client
with an authorization code.

• The token endpoint: This is where the client exchanges the authorization code
for an access token and possibly a refresh token. The client must authenticate itself
(typically using its client ID and client secret) when making this request.

• The redirect URI: This is not a dedicated endpoint but an endpoint within the
client application that receives the authorization code. The client registers this URI
with the authorization server, so the server knows where to send the user back after
authorization.

3.2.2 OpenID Connect (OIDC)

While OAuth 2.0 was primarily used for authorization (granting access to resources without
sharing passwords), it does not provide a standardized way to verify the user’s identity and
to define the scopes. To address the limitation of OAuth 2.0 for authentication, OpenID
Connect (OIDC) [90] was developed to standardize the user’s authentication.

OIDC [90] is a standard built on top of OAuth 2.0. In a typical OAuth 2.0 flow,
the authorization server issues an access token and possibly a refresh token to the client.
However, these tokens only allow the client to access resources on behalf of the user and
they do not contain information about the user’s identity. OIDC introduces an Identity (ID)
token to address this. The ID token contains claims (which are key-value pairs containing
information) about the authenticated user, such as their unique identifier, name, and email
address and allows the client to verify the user’s identity. The token format required for
the ID token is a JSON Web Token (JWT) [64]. In OAuth 2.0, multiple token formats are
accepted, including JWT.

By adding this OIDC standard, when a client thus asks the authorization server for
tokens, it will get an access token, a refresh token and an ID token that uniquely identifies
the user.

OIDC adds a new endpoint to the standard OAuth 2.0 endpoints, the UserInfo
Endpoint, that returns claims about the authenticated user.

Another limitation that OIDC addresses is the fact that OAuth 2.0 does not specify
which scopes to use for authentication, leaving it up to clients to define custom scopes.
OIDC addresses this issue by introducing standardized scopes, such as openid, profile, and
email. The openid scope is required in any OIDC authentication request and indicates that
the client wants to use OpenID Connect for user authentication.

By adding an authentication layer, OIDC is considered as an Identity Provider (IDP),
allowing clients to verify a user’s identity in a standardized way.

3.2.3 Tokens format

OpenID Connect uses the JSON Web Token (JWT) [64] [7]. JWT is a standard used to
exchange claims between two side, such as a client and a server. Claims [28] are pieces of
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information asserted about a subject, typically a user, and are represented as key-value
pairs within the token. In JWT, an example of claim about a user’s name would be:

”name” : ”John Doe”

The structure of a JWT consists of three parts, separated by dots, as can be seen in
Figure 3.4

Figure 3.4: structure of a JWT based on [7]

The header typically consists of two fields, the type of the token (JWT) and the signing
algorithm used (e.g., HS256 for HMAC SHA-256 and RS256 for RSA SHA-256).

The payload, which is Base64Url [66] encoded, contains the claims. There are three
types of claims:

• Registered Claims: Predefined claims that provide metadata, such as iss (issuer), sub
(subject) and exp (expiration time).

• Public Claims: Custom claims such as name or email.
• Private Claims: Claims agreed upon by the two parties but not standardized.
The signature is created by taking the encoded header and encoded payload, joining

them with a dot, and signing them with a secret key using the algorithm specified in the
header.

With OpenID Connect, when a user logs in, the server generates a JWT, signs it, and
returns it to the client. The client can then include it in the authorization header of future
requests using the Bearer schema. This header is part of the HTTP standard for sending
authentication information and has the following format [65]:

GET /resource HTTP/1.1
Host: server.example.com
Authorization: Bearer <token>
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Solution investigation

4.1 Context for this project

In this project, the goal is to use e-ID1 as an IDP. To implement that, several components
need to be considered. Figure 4.1 illustrates these components and each of them will be
described in more detail in the following sections.

Figure 4.1: OpenRoaming: Components of the project

4.2 Device (User’s phone)

On the user’s phone, a client application will be developed and installed. This application
should allow the user to do two actions:

• The user should be able to authenticate with the IDP when opening the application
through an authentication screen. If successful, the user will receive tokens from the
e-ID IDP that will be used for the OpenRoaming profile. This part is thus similar
to applications that require national authentication such as MyGov.be [109], ItsMe
[11], MyPension [84], etc. The application developed for this project will thus be
a mock-up of these applications with a feature that allows to provision users with
e-ID tokens when they authenticate.

1Or Firebase with Google credentials, as the process is exactly the same. I mention this because the
integration with e-ID was not possible as BOSA was responsible for registering me as one of their clients
but it was not done in time.
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• When authenticated, it should allow the device to seamlessly connect to the Wi-Fi
via an 802.1x connection to the access point. This is done by installing a profile on
the device. These pre-configured Passpoint profiles allow the devices to automatically
connect to a trusted Wi-Fi without the need to select the right SSID and manually
enter credentials.

4.2.1 Programming language selection

To choose a programming language for this application, some aspects of the application
needed to be taken into account.

First, a cross-platform language, that allows the same application to run on both iOS
and Android, was not an option. Indeed, the application will need to interact with device-
specific aspects such as the device parameters and Wi-Fi settings. Thus, a cross-platform
language such as Flutter might complicate access to these functionalities.

Since I have a Windows laptop, focusing on Android development is practical, as
developing and deploying iOS applications with Swift generally requires a Mac from Apple.
Note that developing with Swift for iOS on a Windows computer is possible, but it is
generally more complicated because Xcode, the official Apple IDE for Swift development,
is only available on macOS.

The final choice moves towards Android development. Kotlin is now the main language
recommended and supported for developing Android applications [53], so this is the language
chosen for this project. To develop this application, an object-oriented approach will be
used.

4.2.2 Passpoint profile

This is the template [6] [35] for Android devices using username/password as credentials,
which is the method used for EAP-TTLS with PAP:�

1 <MgmtTree xmlns="syncml:dmddf1 .2">
2 <VerDTD >1.2</VerDTD >
3 <Node>
4 <NodeName >PerProviderSubscription </NodeName >
5 <RTProperties >
6 <Type>
7 <DDFName >urn:wfa:mo:hotspot2dot0 -

perprovidersubscription:1 .0</DDFName >
8 </Type>
9 </RTProperties >

10 <Node>
11 <NodeName >i001</NodeName >
12 <Node>
13 <NodeName >HomeSP </NodeName >
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14 <Node>
15 <NodeName >FriendlyName </NodeName >
16 <Value>${ friendlyName}</Value>
17 </Node>
18 <Node>
19 <NodeName >FQDN</NodeName >
20 <Value>${fqdn}</Value>
21 </Node>
22 <Node>
23 <NodeName >RoamingConsortiumOI </NodeName >
24 <Value>004096 </Value>
25 </Node>
26 </Node>
27 <Node>
28 <NodeName >Credential </NodeName >
29 <Node>
30 <NodeName >Realm</NodeName >
31 <Value>${realm}</Value>
32 </Node>
33 <Node>
34 <NodeName >UsernamePassword </NodeName >
35 <Node>
36 <NodeName >Username </NodeName >
37 <Value>${ username}</Value>
38 </Node>
39 <Node>
40 <NodeName >Password </NodeName >
41 <Value>${ password}</Value>
42 </Node>
43 <Node>
44 <NodeName >EAPMethod </NodeName >
45 <Node>
46 <NodeName >EAPType </NodeName >
47 <Value>${ eapType}</Value>
48 </Node>
49 <Node>
50 <NodeName >InnerMethod </NodeName >
51 <Value>${ innerMethod}</Value>
52 </Node>
53 </Node>
54 </Node>
55 </Node>
56 </Node>
57 </Node>
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58 </MgmtTree >� �
Listing 4.1: Profile with a username/password credential (EAP-TTLS) taken from [6] [35]

This profile will be downloaded from a server (the auth server) and will allow a device to
seamlessly connect to the Wi-Fi using this profile. The profile will include hard-coded values,
such as the FQDN of the server (marie.tiedie.io), the realm (test−beid.openroaming.net),
the EAP type and the inner method according to the EAP type. The RCOI is defined with the
default Cisco value 004096 to accept users from any IDP. It will also contain user-specific
values such as the username and the password, which is base64-encoded [6].

4.3 Access Point

Modern access points support advanced features such as load balancing, seamless roam-
ing, and better management. They are essential for Wi-Fi configuration, which is where
Meraki access points come in, adding cloud management and additional capabilities for
organizations.

4.3.1 Meraki

Cisco Meraki 2 [21] is a cloud-managed network solutions provider that provides Wi-Fi
6/6E hardware.

The Meraki access points are wireless devices that enable seamless Wi-Fi. These access
points are cloud-managed and can be easily deployed and managed through the Meraki
dashboard [20].

The Meraki Dashboard is a platform that allows one to manage an entire Meraki
network from the interface shown in Figure 4.4. Especially, Figure 4.2 shows the homepage
of the dashboard. It summarizes the available access points, the usage and the clients
along with data about them. Figure 4.3 shows an overview of the configured SSIDs and
their characteristics. The Wi-Fi settings of the computer that is near the access point
display the 3 SSIDs configured: Marie network - wireless Wi-Fi, Mamaes and Test1. More
advanced settings are available, such as a configuration page to set up access control for a
SSID. This will be discussed in chapter 5.

The Meraki access point is a Wi-Fi 6/6E hardware. Wi-Fi 6 and Wi-Fi 6E standards
are the latest generations of Wi-Fi technology, based on the IEEE 802.11ax standard. It
improves the previous Wi-Fi generations by providing higher throughput, lower latency,
and more efficient traffic management.

2Meaning of the greek word: Meraki • Mεράκι [may - rah - kee] - (adj.) when you do something with
soul, creativity or love; putting a piece of yourself into what you do. [75]
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Figure 4.2: Home page: summary of the clients

Figure 4.3: SSID overview with their configu-
ration and computer Wi-Fi settings displaying
them

Figure 4.4: Meraki dashboard overview [20]

4.3.2 OpenRoaming considerations: Cisco Spaces

Once Meraki access points are set up to manage Wi-Fi networks, Cisco Spaces [15] can
be introduced to enable OpenRoaming. Cisco Spaces provides the tools needed to provide
automatic, secure connections to Wi-Fi networks without requiring users to log in every
time. Working together with Meraki, it helps create a seamless connection where users
can easily move between trusted networks. To set up OpenRoaming through Cisco Spaces,
a space account is thus needed and the cloud-based (Cisco Meraki) network is supported.
The wireless network then needs to be added to the Cisco Spaces account. This will be
explained in chapter 5.

4.4 RADIUS Server

The RADIUS server must be set up to combine EAP with RADIUS within the AAA server. Its
purpose is to ensure that only authorized users can access the network by approving or
declining the requests coming from the AP.

As the server needs to be public to receive requests when users want to get access to a
network, a public server will be used in this project with the name marie.tiedie.io and
the IP address 185.48.12.253.

4.4.1 Technologies used

Creating a RADIUS server from scratch is quite challenging. An open-source option is
thus a good solution. FreeRADIUS [118] is a popular choice for an EAP/RADIUS server
and is used in well-known applications such as eduroam [3]. FreeRADIUS is open-source
and supports multiple EAP types, including EAP-TLS, EAP-TTLS, PEAP, and others. It also
supports secure communication protocols such as RADSEC (RADIUS over TLS) and robust
certificate management for EAP-TLS and EAP-TTLS. Moreover, FreeRADIUS allows us to
add custom modules or plugins to extend its functionalities. For example, a REST module
and a EAP module are available and will be used for this project. Indeed, EAP is used to
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communicate with the access point while a RESTful interface will be used to make requests
to the OpenID Connect Auth server.

4.4.2 EAP method selection

EAP method

To choose the right EAP method [100], Table 4.1 compare some of the most common EAP
types. The table analyzes factors such as security, implementation complexity, compatibility
with OpenRoaming requirements, and support for the authentication method. The goal is
to find an EAP type that is secure and compatible with both FreeRADIUS and the e-ID
credentials distribution.

LEAP PEAP EAP-FAST EAP-TLS EAP-TTLS EAP-PPT

Acronym
Lightweight

EAP
Protected

EAP

Flexible
Authentication

via Secure
Tunneling

EAP
Transport

Layer Security

EAP
Tunneled
Transport

Layer
Security

EAP
Privacy

Pass Token

Developed By Cisco
Microsoft
and Cisco

Cisco IETF Funk Cisco

Security Poor Moderate
High

(requires PAC files)

Very High
(client and

server certificates)

High
(server certificate

with optional client
certificates)

Very High

Authentication
Method

Username/
Password

Username/
Password

in a TLS tunnel

PAC file
with username/

password

Certificate-based
(both client
and server)

Username/
Password

in a TLS tunnel

Privacy
Pass Token

in a TLS tunnel

Encryption
WEP
(weak)

TLS
Tunnel

established
through TLS

TLS TLS TLS

Protected
Tunnel

No Yes Yes Yes Yes Yes

Vulnerability
to Attacks

High

Moderate to
High,

depends on
server certificate

security

Vulnerable
if PACs are

compromised

Low,
very secure

if certificates
are managed

properly

Low to
Moderate,
secure if

implemented
correctly

Low,
very secure

Certificate
Requirement

No Server certificate
Server certificate

(for PAC
provisioning)

Client and
server

certificates

Server certificate
(optional client

certificate)

Server certificate
and NO client

certificate
(anonymous

client)

Ease of
Deployment

Simple Moderate Moderate Complex Moderate Complex

Use Cases
non-critical
applications

Enterprise Wi-Fi
Environments

needing good security
without certificates

High-security
environments

needing strong mutual
authentication

Enterprise
Wi-Fi with

both flexibility
and strong security

Access to
restricted

services requiring
anonymous client

authorization
Fast

Reconnect
No Yes Yes Yes Yes Yes

Scalability Moderate High High High High High

Table 4.1: EAP types comparison

FreeRADIUS only supports LEAP, PEAP, EAP-FAST, EAP-TLS and EAP-TTLS as the
EAP type [114]. However, although EAP-FAST is supported by FreeRADIUS, it has several
set-up limitations since FreeRADIUS does not provide tools and features for automated
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PAC management. As a result, EAP-PPT and EAP-FAST were not selected, as they are
either unsupported or require huge modifications to integrate with FreeRADIUS.

Unsurprisingly, FreeRADIUS does not recommend using LEAP in new deployments
as it has serious security issues, including weak encryption mechanisms and susceptibility
to offline password attacks.

PEAP, which is more secure than LEAP due to its encapsulation within a TLS tunnel,
is still not secure enough for an e-ID integration. Indeed, it is less robust than other
protocols such as EAP-TLS or EAP-TTLS. Thus, it is not a good choice for this project as
security is a major concern.

Finally, EAP-TTLS was chosen over EAP-TLS mainly because OpenRoaming requires the
use of credentials (in this project, the credentials are the tokens) that are generated by
the IDP after a successful authentication. EAP-TLS, while highly secure due to its use of
mutual certificate authentication, only works with certificates for client authentication.
This makes integration difficult with e-ID as e-ID credentials are tokens that are specific
to each user.

In contrast, EAP-TTLS allows the use of username/password credentials within an
encrypted tunnel, making it a great choice for the OpenRoaming framework, as the IDP
issues tokens when a user has successfully authenticated.

EAP-TTLS is thus the final type chosen for this project. [137]

Inner EAP method

PAP was selected as the inner authentication method for EAP-TTLS because it works well
with token credentials and is usually the inner method selected when EAP-TTLS is the EAP
type. PAP transmits a username/password pair and in this project, the username will be
the ID token and the password will be the access token.

Since a secure TLS tunnel is established before the exchange of credentials, security
is already ensured and thus PAP is enough to transmit them. It is also possible to avoid
transmitting the actual plaintext credentials by hashing them. The backend server will
then compare an hashed version of the access token to see if the user is authorized. [93]

4.5 Auth server

4.5.1 Programming language selection

As Kotlin is used for the mobile application on the device, it can also be used to code this
server to remain consistent throughout the project in terms of the programming language
used.

On top of that, Kotlin supports frameworks like Ktor and OkHttp, which are designed
for creating REST APIs, WebSocket servers and making network requests in Kotlin.
Another useful library from Kotlin is Kotlin Serialization which allows for serialization
and de-serialization of Kotlin objects to and from JSON format. As the Auth server will
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be making HTTPS requests to communicate with both the RADIUS server and the IDP,
these libraries and framework are particularly useful.

Here is a list of all the libraries and frameworks used in this project, along with their
purposes:

• Core Kotlin and Serialization

1. Kotlin Standard Library (org.jetbrains.kotlin:kotlin-stdlib) [78]: Kotlin Standard
Library.

2. Kotlinx Serialization JSON (org.jetbrains.kotlinx:kotlinx-serialization-json) [63]:
Provides JSON serialization and de-serialization for Kotlin objects.

• Server Framework (Ktor) [77]

1. Ktor Server Core (io.ktor:ktor-server-core): Contains core Ktor functionality.

2. Ktor Netty Engine (io.ktor:ktor-server-netty): A dependency for the ktor-server-
netty engine.

3. Ktor Serialization (io.ktor:ktor-serialization): To serialize/deserialize JSON
data.

• Database

1. RocksDB JNI (org.rocksdb:rocksdbjni) [82]: RocksDB fat jar, interface to use
RocksDB database.

• Networking (HTTP Client) [81]

1. OkHttp (com.squareup.okhttp3:okhttp): HTTP client for making network re-
quests from the server.

2. OkHttp Logging Interceptor (com.squareup.okhttp3:logging-interceptor): Useful
for logging HTTP request and response data.

• Firebase Integration [51]

1. Firebase Admin SDK (com.google.firebase:firebase-admin): Allows to interact
with Firebase from privileged environments to perform queries, generate and
verify Firebase auth tokens, ...

• Logging

1. SLF4J API (org.slf4j:slf4j-simple) [83]: Used to unify logging across different
libraries (used for Logback).

4.5.2 Database selection

In the authentication server, the tokens received from the IDP will need to be stored
to validate user credentials when the RADIUS server communicates with the auth server.
Comparing the received tokens with those stored in the backend database is essential to
ensure that only authenticated users get access to the network.
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Data format

As the tokens typically expire after some time (e.g., the access tokens usually expire after
one hour) and many requests are made to the auth server, the tokens will be stored in a
key-value store [103]. A key-value store is a type of NoSQL database (non-relational type
of database) that uses pairs composed of a key and a value. The key is a unique identifier
used to access the associated value and is usually a string or number that allows for fast
look-ups. The value is the data that is associated with the key and this value can be any
type of data (e.g., strings, numbers, objects, or binary data), depending on the database
and the needs of the project. To retrieve data, each key is a pointer to a specific value.

A key-value store is ideal for this project because it features quick look-ups based on
a unique key, such as the ID token, and provides fast access to the stored tokens.

Figure 4.5: Key-value store: concept

For this project, the database will store key-value pairs with the key being the ID
token from OIDC and the value will be a concatenation of the Access and Refresh tokens,
separated by a semicolon, as represented in Figure 4.5 3.

NoSQL databases

To implement the key-value store, a NoSQL database (non-relational type of database) is
needed. More specifically, a key-value database. Key-value database is the simplest type of
NoSQL database, but it is extremely powerful. If the data that need to be stored can fit in
a key-value database, it is always a good choice to choose it. It is highly efficient, scalable
and flexible, and does not require any actual structure for the data. Common use cases for
this type of database are user session management, storing user profile information and
real-time applications [37].

To choose the right key-value database for this project, one of the first criteria was
its popularity. Selecting a widely used database should help ensure that there is good
documentation, community support, and resources available. Popular databases typically
have a large user base, which means that the challenges or issues encountered during
development are more likely to have been addressed by others. Additionally, well-known
databases often have robust and secured tools and libraries, which makes integration and
maintenance easier.

3In addition, a Firebase Cloud Messaging token will eventually be concatenated to the value to allow
the auth server to communicate with a specific user. The Figure 4.5 does not show this additional token.

52



CHAPTER 4. SOLUTION INVESTIGATION

For this first criterion, the "DB-Engines Ranking of Key-value Stores" from [29] and
the "Top 26 Key-Value Databases Compared" from [37] were used. Here is some rankings
taken from these websites (the score is computed according to the popularity of the
database):

Database
Strengths

(Dragonfly)
Weaknesses
(Dragonfly)

Score
(DB-Engines)

# of visits
(Dragonfly)

Redis

Fast data access,
Rich data structures,

High availability,
Persistence options

Limited query
capabilities,

Data size limited
by memory

148.64 444.0k

RocksDB

Highly customizable,
Support for atomic writes,

Compression and compaction
for efficient storage

Requires manual
management of some operations,

Steeper learning curve for
advanced features

2.96 25.5k

Table 4.2: Key-Value store database comparison based on [37] [29]

Based on Table 4.2, Redis and RocksDB are both a good option. Note that the
Cassandra database was also considered as it supports stores and can be distributed.
However, this capability may be an overkill if the application does not require extensive
scaling or high-volume data handling [47], which is the case here. Cassandra was therefore
not chosen.

Finally, RocksDB [73] [60] was chosen over Redis for this project because it aligns
better with the requirements of an embedded database, as the database system will be
integrated directly into the auth server application, running within the same process as
the application itself. Although Redis is often used as a high-speed, in-memory caching
layer with optional persistence, RocksDB is specifically optimized for high-performance
embedded projects.

RocksDB can handle heavy read and write workloads directly on disk, making it
particularly suitable when data persistence is a primary requirement, even in the cases of
application restarts or server failures. Additionally, RocksDB can handle large datasets on
a single machine without relying heavily on memory. [30] [110]

RocksDB and its key features [40]

As already mentioned, RocksDB is an embedded high-performance key-value database
designed by Facebook, built specifically to handle large volumes of data and optimize both
read and write performance on flash and solid-state drives. It is an evolution of Google
LevelDB.

RocksDB uses an LSM tree data structure, which organizes data into different levels on
disk. This structure is optimized for fast writes by first storing incoming data in memory
and then organizing it efficiently on disk in batches, reducing I/O operations and optimizing
for SSDs.
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RocksDB is designed to handle high write volumes with minimal impact on perfor-
mances. Data is first stored in memory and then periodically written to disk.

Common use cases of RocksDB are embedded systems and caching layers.

4.6 IDP

4.6.1 Authentication method

To verify the identity of a user, the IDP needs to prompt the user for credentials such
as usernames and passwords. In this project, the users will use two types of credentials:
Google credentials and e-ID credentials.

Google credentials were chosen for development because they are very similar to the
authentication process used for e-ID credentials, which are managed by BOSA (Belgian
Government Service) [108]. Since the e-ID IDP registration to set up an OAuth 2.0 client
id and secret has to be done by BOSA itself, and authorization/agreements are needed, it
was necessary to wait for BOSA to set everything up. On the other hand, the Firebase
[51]/Google Identity [34] IDP allows you to set up an OAuth 2.0 client id and secret on
your own via their website.

By starting with Google OAuth 2.0, which is also Oauth-based, the development process
was not stopped while waiting for the credentials from BOSA, with the authentication
flow being implemented similarly to how it will work with the e-ID system. Once the
e-ID credentials and configuration are provided by BOSA, the system can switch to e-ID
by updating the client id, secret, and endpoints in the code, as the underlying OAuth
mechanism will remain unchanged. This approach allowed development to move forward
without needing to wait for anything and provides a second authentication method for
this project.

4.6.2 Google credentials: Firebase/Google Identity

Google OAuth is based on the OAuth 2.0 protocol, provided through Google Identity
services [34], which allows users to authenticate via their Google account and authorize
external applications (such as websites, mobile applications and other services) to access
their data (such as user information, Calendar, etc.) without directly sharing their Google
account credentials, as can be seen in Figure 4.6.
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Figure 4.6: The authorization sequence with Google APIs that use the OAuth 2.0 protocol, taken
from [34]

Google is an authentication method supported by Firebase [51]/Google Identity [34].
By using Firebase/Google Identity as the IDP, authentication and user management are
efficiently handled, as Firebase simplifies the integration of the Google authentication
system. The Google Identity service [34] allows users to authenticate through their Google
accounts and issue tokens once the user is successfully authenticated, while Firebase provides
tools that simplify the implementation of authentication in the application and abstracts
much of the complexity involved in managing user sessions, handling authentication flows,
and interacting with the Google Identity Platform. It is thus necessary to set up both the
Firebase and Google identity for the API. This process will be described in the chapter 5.

Authorize Request

The authorization code request format is described in the "Using OAuth 2.0 for Web Server
Applications" page from the Google Identity documentation [34]. The request should be di-
rected to the Google authorization code endpoint (https : //accounts.google.com/o/oauth2/v2/auth)
with, for example, the following parameters:

• client_id: mandatory, the client ID mentioned on the API Console Credentials page.
• redirect_uri: mandatory, the redirect URIs mentioned in the API Console Credentials

page for the given client_id.
• response_type: mandatory, must contain the response type code [9].
• scope: mandatory, must contain at least the openid scope. For this application,

the profile scope can also be used to retrieve user information and personalize the
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application.
Other parameters can be found in the documentation. Here is an example taken from

the documentation of a request for authorization code:

https://accounts.google.com/o/oauth2/v2/auth?
scope=https%3A//www.googleapis.com/auth/drive.metadata.readonly%20https%3A/
/www.googleapis.com/auth/calendar.readonly&
access_type=offline&
include_granted_scopes=true&
response_type=code&
state=state_parameter_passthrough_value&
redirect_uri=https%3A//oauth2.example.com/code&
client_id=client_id

After this request, the user will be prompted to accept or refuse to grant access to the
application.

The OAuth 2.0 server will then respond to the application via the redirect URL
specified before. The authorization code will be on the query string:

https://oauth2.example.com/auth?code=4/P7q7W91a-oMsCeLvIaQm6bTrgtp7

The authorization code in this example is thus 4/P7q7W91a− oMsCeLvIaQm6bTrgtp7.

Token Request

The HTTP POST request to exchange the authorization code for refresh and access
tokens must have the same format as specified on the "Using OAuth 2.0 for Web
Server Applications" page from the Google Identity documentation [34]. The https :

//oauth2.googleapis.com/token endpoint is called with the following parameters:
• client_id: mandatory, the client ID mentioned on the API Console Credentials page

[5].
• client_secret: mandatory, the client secret also mentioned on the API Console

Credentials page.
• code: mandatory, the authorization code.
• grant_type: mandatory, must be "authorization_code".
• redirect_uri: mandatory, the redirect URIs mentioned in the API Console Credentials

page for the given client_id.
Here is an example of request for tokens taken from the Google documentation:

POST /token HTTP/1.1
Host: oauth2.googleapis.com
Content-Type: application/x-www-form-urlencoded
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code=4/P7q7W91a-oMsCeLvIaQm6bTrgtp7&
client_id=your_client_id&
client_secret=your_client_secret&
redirect_uri=https%3A//oauth2.example.com/code&
grant_type=authorization_code

In response, the Google server will send a JSON response that will contain the following
attributes:

• access_token
• expires_in: the time of validity of the tokens received.
• refresh_token
• scope: the requested scopes.
• token_type: the type of token, always set to Bearer.

A typical response, taken from the Google documentation, looks like this:

{
"access_token": "1/fFAGRNJru1FTz70BzhT3Zg",
"expires_in": 3920,
"token_type": "Bearer",
"scope": "https://www.googleapis.com/auth/drive.metadata.readonly

https://www.googleapis.com/auth/calendar.readonly",
"refresh_token": "1//xEoDL4iW3cxlI7yDbSRFYNG01kVKM2C-259HOF2aQbI"

}

4.6.3 e-ID: FOD BOSA’s FAS

e-ID is an authentication method supported by the FPS Policy and Support Federal
Authentication Service (BOSA FAS) [44] [108]. The OIDC authorization sequence from
BOSA is represented in Figure 4.7
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Figure 4.7: The authorization sequence with BOSA APIs that use the OAuth 2.0 protocol, taken
from [44]

As already mentioned, the sequence for Google authentication and e-ID authentication
both use OIDC and are thus really similar.

The BOSA documentation [44] mentions every OpenID Connect endpoint URL needed
to contact the provider, the scopes and claims and the Level of Assurance in the authenti-
cation context.

Authorize Request

The authorization code request format is also described in the document. To obtain the
initial authorization code, an HTTP GET request needs to be made to the Authorization
Code endpoint of the FAS (.../fas/oauth2/authorize) with, for example, the following
parameters:

• scope: mandatory, must contain at least the openid scope. For this application,
the profile scope can also be used to retrieve user information and personalize the
application.

• response_type: mandatory, must contain the response type code [9].
• client_id: optional.
• redirect_uri: optional, the redirect URI mentioned during the on-boarding of the

client with BOSA.
• state: used to maintain state between the request and the response.

Other parameters can be found in the documentation. Here is an example taken from the
documentation of a request for authorization code using BOSA:

GET https://idp.iamfas.int.belgium.be/fas/oauth2/authorize
?response_type=code
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&client_id=myclientid
&scope=openid%20profile
&acr_values=urn:be:fedict:iam:fas:Level500
&redirect_uri=https://www.google.com
&state=af0ifjsldkj
&nonce=1244542

In response to this request, an HTTP GET request will be made to the redirect_uri
mentioned in the request. It will contain the following parameters:

• scope: the requested scopes.
• code: the authorization response code.
• state: to maintain state between the request and the response.
• client_id
• is: the issuer of the authorization code.
Here is an example taken from the documentation of a response for authorization code

using BOSA:

GET redirect_uri (http(s)://...)
?code=31308323-c08e-431a-a5dc-2e7335795b43
&scope=openid%20profile
&iss=https%3A%2F%2Fidp.iamfas.int.belgium.be%2Ffas%2Foauth2
&state=af0ifjsldkj
&client_id=myclientid

Token Request

Once the authorization code is received, the client can then use it to request the id, access
and refresh tokens. The request is a HTTP POST to the token endpoint of the FAS
(.../fas/oauth2/access_token). It contains the following headers:

• Authorization: mandatory, contains the client_id and its secret.
• Content-Type: mandatory, must be application JSON for this project.

It must also contain the following parameters:
• grant_type: mandatory, must be "authorization_code".
• code: mandatory, the actual authorization code.
• redirect_uri: mandatory, the redirect URI mentioned during the on-boarding of the

client with BOSA.
Here is an example of request for tokens taken from the documentation:

POST https://idp.iamfas.int.belgium.be/fas/oauth2/access_token
?grant_type=authorization_code
&code=HusR0KJVsNVHJ84myuMn5taiqi4
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&redirect_uri=https://redirecturi.be
headers: Authorization: Basic v2xGZW50aWN6Y2xpZW50c2VjcmV0
Content-Type: application/x-www-form-urlencoded

In response, the server will send a response that will contain the following attributes:
• scope: the requested scopes.
• access_token
• refresh_token
• token_type: the type of token, for example Bearer.
• expires_in: the time of validity of the tokens received.
• id_token
A typical response taken from the documentation looks like this:

{
"scope": "profile openid",
"access_token": "SlAV32hkKG",
"refresh_token": "absdgzegsfvsd",
"token_type": "Bearer",
"expires_in": 3600,
"id_token":
"eyJ0eXAiOiJKV1QiLCJhbGc..."

}

Also note that the ID token is a JWT.

Google and e-ID

Given the schema for the authorization sequence that uses the OAuth 2.0 protocol, the
authorization request format and token request format, it is now clear that using Google or
e-ID credentials is really similar. Using one method or the other will only require minimal
adjustments and Google authentication is thus used first for development purposes.

4.6.4 IDP on-boarding

For this project, the IDP will need to become a member of the OpenRoaming federation
via RADSEC using the Cisco Intermediate CA (WBA root) as described in the Cisco
documentation [16].

To become a member, a few steps need to be taken:
• The EAP/RADIUS server needs to be available on the Internet. A Certificate Signing Re-

quest (CSR) will need to be completed in order for the Cisco Intermediate CA to sign
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the certificate. As already mentionned, the server for this project is marie.tiedie.io.
The realm chosen that is included in the CSR is test− beid.openroaming.net.

• The certificate that will be received after being signed needs to be installed on the
server.

• DNS needs to be configured to ensure that the realms are discoverable.

DNS records

To ensure that the IDP is discoverable by the OpenRoaming federation and its members, 3
DNS records must be created for the realm in the DNS that is authoritative for the domain
test − beid.openroaming.net. This domain is a subdomain of beid.openroaming.net for
the IDP set up of this project. The 3 records are:

• The NAPTR record for the realm: _radsec._tcp.test-beid.openroaming.net. 300 IN
SRV 0 10 2083 marie.tiedie.io.

• The SRV record for the pointer: test-beid.openroaming.net. 300 IN NAPTR 50 50
"s" "aaa+auth:radius.tls.tcp" "" _radsec._tcp.test-beid.openroaming.net.

• The address record for the RADSEC endpoint: marie.tiedie.io pointing to 185.48.12.253.

4.7 Final solution

Figure 4.8 summarizes every component together with the technologies and software used
for this project.

Figure 4.8: OpenRoaming: Components of the project and associated technologies and softwares

The mobile device coded with Kotlin seamlessly connects to a Wi-Fi network using
the Hotspot 2.0 profile that contains its credentials and initiates authentication using the
802.1X protocol for secure access.

The Meraki access point receives the device connection request and forwards the user
credentials securely using the EAP-TTLS over RADSEC tunnel to the EAP/RADIUS server. This
allows encrypted communication between the device and the server.

FreeRADIUS, acting as the EAP/RADIUS server, manages the authentication process
by verifying the credentials. It communicates with the Auth Server via REST to confirm
the user’s identity.

The auth server, coded in Kotlin, serves as an OpenID Connect client. It uses RocksDB,
the key-value database, to store and manage the tokens it received from the IDP. It is
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responsible for receiving requests coming from the EAP/RADIUS server and checking if the
credentials provided are valid according to its database.

Figure 4.9 summarize the flow of authentication protocols in a setup in which a
device connects to a network using EAP-TTLS with plaintext authentication (PAP) and
authenticates against a REST API through the auth server.

Figure 4.9: Final solution: EAP-TTLS with PAP over RADSEC taken from [27] and slightly modified
to suit this project

Finally, with this setup and for the user to seamlessly connect to an OpenRoaming-
enabled network, the user must previously authenticate with the IDP to gain network
access. When successfully authenticated, the IDP will provide ID, access and refresh tokens
to the auth server that will put them in a profile for the user. The user device will then use
these tokens as credentials to connect to the network while the auth server will verify the
credentials received from the RADIUS server when a device tries to connect to the network.
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Prototype: implementation and
demonstration

5.1 Source code and other resources

The implementation of the prototype and various other resources are hosted in a gitlab
directory:

https://gitlab.uliege.be/Marie.Maes/openroaming

The gitlab directory is organized as follows:
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openroaming/

freeradius/3.0/

users

certs (not shown in gitlab)

clients.conf

sites-enabled/

default

inner-tunnel

tls

mods-enabled/

eap

rest
...

README.md

auth-server/

build.gradle.kts

src/main/kotlin/com/exemple/

Application.kt

...

README.md

client-app/

app/

src/main/java/com/exemple/firebaseauth

auth/

navigation/

ui/

utils/

MainActivity.kt

build.gradle.kts

google-services.json

build.gradle.kts

README.md

latex/

OpenRoaming.pdf

OpenRoaming.tex

README.md
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5.2 Device (user’s phone)

The mobile application that will be installed on the user’s device must allow the user
to authenticate with the IDP using either Google credentials or e-ID credentials. When
authenticated successfully, it must be able to download the OpenRoaming profile that will
allow the device to seamlessly connect to the OpenRoaming-enabled networks. Some of the
main classes and functions to achieve this are described below. The Figure 5.3 shows some
screens of the mobile application.

Figure 5.1: User interface for authentication
with two buttons, one for Google and the other
for e-ID

Figure 5.2: Wifi suggestion pop-up to add the
Passpoint profile

Figure 5.3: Screenshots of the mobile application
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5.2.1 MainActivity

The MainActivity class is the class that sets up the navigation, themes, authentication
logic, and everything necessary for the application to work properly.

First, an instance of AuthV iewModel is created using the AuthV iewModelFactory

factory that uses the AuthRepository. This view model is used to manage the authenti-
cation state of the application and allows to know if the user is either logged in or not.
Then, the rememberNavController function is used to create a navigation controller that
manages the transitions between the different screens.

The authentication state is known through the authState.collectAsState function of
the AuthV iewModel. The function checks for any changes in the user’s authentication
status. Based on this state, the application determines the screen with which the user
will start. If the user is authenticated, the application navigates to the main content page
(main). If the user is not authenticated yet, the login screen (auth) is selected.

Finally, the NavGraph function is called. This function defines the navigation structure
of the application, linking the navigation controller and the view model to the different
screens.

The NavGraph defines how the user can navigate between the two screens of the
application. These two screens are the authentication screen and the main screen, which is
a welcome page for authenticated users and will allow the user to sign out.

5.2.2 AuthScreen

When the user is not yet authenticated, he is redirected to the AuthScreen function. The
AuthScreen is used as the user interface for authentication, as can be seen on Figure 5.1.
It prompts unauthenticated users to sign in via Google or e-ID via a button and, when
the button is pushed, it first verifies if the device is connected to the Internet before trying
any authentication process. It displays a toast message if there is no internet connection.

If the Google button is pushed, the function then launches the Google sign-in flow
using the GoogleSignIn function. It then retrieves an ID token and an authorization code
from Google upon successful sign-in and sends the authorization code to the auth server to
exchange it for access and refresh tokens via the sendAuthCodeToServer function. The
auth server will then respond with the id, access and refresh tokens.

Finally, the AuthScreen function hashes the access token and sends a request to the
auth server for the Hotspot 2.0 profile for seamless Wi-Fi access via the
sendGenerateAndroidProfileRequest function.

For now, the e-ID Sign-In button is a placeholder, as it provides a button for e-ID
login but the functionality is not implemented in this screen yet.
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5.2.3 AuthUtils

Both the sendAuthCodeToServer and sendGenerateAndroidProfileRequest functions
are defined in AuthUtils.kt. Indeed, the AuthUtils class contains utility functions and
data structures to handle communication between the mobile application and the auth
server.

First, the getOkHttpClient function is used to configure an OkHttpClient with a
custom CA certificate for secure communication with the auth server over HTTPS. The
CA certificate is the one who signed the auth server certificate. It is necessary to provide
this CA certificate in order for the device to trust the backend server.

The sendAuthCodeToServer function sends the Google authorization code (authCode)
and the Firebase Cloud Messaging (FCM) [50] token to the auth server. The FCM token
is a token that uniquely identifies the client application and is required for the auth server
to be able to reliably send messages to the client application. This token is retrieved using
the getFCMToken function.

The message is sent to the auth server through the https : //marie.tiedie.io/auth

URL. It constructs a JSON body containing authCode and fcmToken and sends it as a
POST request. The server will then respond with the idToken and accessToken.

Finally, the sendGenerateAndroidProfileRequest function sends a request to the
auth server to generate an Android Passpoint (Wi-Fi) profile via the
https : //marie.tiedie.io/generateAndroidProfile URL. It sends a GET request with
query parameters (friendlyName, username, password) needed in the profile. It then parses
the Passpoint configuration from the server response and uses the WifiManager [54] to add
a Wi-Fi suggestion [52] for the device. As can be seen in Figure 5.2, it triggers a pop-up
that the user needs to allow the profile to be installed.

5.2.4 FMS

The MyFirebaseMessagingService is a custom implementation of the Firebase Messaging
Service used to handle push notifications and messages sent from Firebase Cloud Messaging
(FCM). This service is responsible for processing incoming messages, including both data
and notification payloads. The FCM is only used when the auth server refreshes the access
token and thus needs to notify the client that its current profile (which contains the access
token) is not up to date.

Upon receiving a message from the auth server, it knows that the access token is
updated, and thus extracts the data payload which is the accessToken and idToken. The
accessToken is hashed using SHA-256 and then Base64-encoded for security purposes. An
AndroidProfileRequest object is then created and a new profile request is sent to the auth
server. To do so, it simply calls the sendGenerateAndroidProfileRequest function to
send the generated profile to the server and configure the Passpoint profile of the device.
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5.3 Access point

The AP must be configured to leverage RADIUS authentication with WPA2-Enterprise [19].
Thus, it will work using RADSEC [18].

To configure that, the Meraki dashboard allows one to configure access control for an
SSID on the Wireless > Configure > Access control page, as can be seen in Figure 5.6.
Note that the Meraki AP is reachable using the IP address 81.245.174.125. The SSID
configured here is Test1 and in this project, WPA2 Entreprise will be used with a RADIUS
server. The user credentials are validated with 802.1X at the association time, as mentioned
in Figure 5.4.

The RADIUS server marie.tiedie.io is added in the RADIUS section, as shown in Fig-
ure 5.5. Its FQDN is the domain name of the server (which has IP 185.48.12.253). The
server Auth port is 2083, which is the default port for RADSEC. The secret is by default
RADSEC and also needs to be configured on the FreeRADIUS server to make it work. RADSEC
needs to be enabled.

Figure 5.4: SSID Test1 configuration page for
access control

Figure 5.5: SSID Test1 configuration page for
access control: RADIUS server configuration

Figure 5.6: Meraki dashboard overview [20]

When everything is set up to work with RADIUS authentication and WPA2-Enterprise,
a TLS tunnel will thus be established using certificates between the AP and the RADIUS
server, as can be seen in Figure 5.7.

Figure 5.7: The TLS Tunnel establishment, taken from [18]
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When a client tries to connect to the network via the access point, the packets
exchanged between the AP and the RADIUS server can be captured using tcpdump and
filtering on the tcp port 2083 (RADSEC default port) and look like this:

Figure 5.8: The TLS Tunnel establishment between the Meraki AP and the RADIUS server

The first three packets correspond to the TCP 3-way handshake, followed but the Client
Hello, Server Hello, Certificate, etc., as mentioned in the Figure 5.7.

5.4 OpenRoaming considerations: Cisco Spaces

To integrate OpenRoaming with Cisco Spaces, it is necessary to create an OpenRoaming
profile, enabling hotspot on connectors, and configuring controllers to associate them
with the profiles. To do so, the documentation "OpenRoaming integration with Cisco
Spaces" [17] was used. The goal is to link Cisco Spaces to the Meraki Cloud and then to
configure an OpenRoaming-enabled SSID. Its access policy will be set to either "Accept all
authenticated users" or "Accept only your users" and preferred credentials will be specified
to favor the e-ID credentials, as can be seen in Figure 5.9.

Figure 5.9: OpenRoaming Setup of the Test1 SSID in Cisco Spaces
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After this setup, the Meraki configuration will be slightly modified by this integration,
as the devices will now send RADIUS Access-Request packets via a Meraki proxy, which
will forward these messages to the specified RADIUS servers.

5.5 EAP/RADIUS server

The goal of the EAP server is to set up REST and an EAP-TTLS tunnel with PAP over
RADSEC (RADIUS over TLS) on FreeRADIUS. FreeRADIUS provides strong documentation
for configuration as it can be complex [114].

Note that the server is marie.tiedie.io (185.48.12.253) and ssh is needed to access it.
To run the server in debug mode, this command is used:

freeradius -fxx -l stdout

For testing purposes, a local user account can be added in /etc/freeradius/3.0/users

for authentication:

testuser Cleartext-Password := "password"

This allows any device to get access to the network by connecting using the right SSID
in the Wi-Fi settings and entering the user "testuser" with the password "password" to
authenticate. The user credentials are stored in plain text for testing purposes.

When these configurations are done, the FreeRADIUS server should thus be able to
use:

• EAP-TTLS with PAP for Wi-Fi authentication request coming from the AP.
• RADSEC (RADIUS over TLS) for secure RADIUS traffic.
• REST to integrate the auth server that will validate the credentials received.

5.5.1 Certificates generation

To be able to use RADSEC (RADIUS over TLS), a server certificate is required for the TLS
handshake. This certificate is signed by the Cisco CA and will enable the access point to
establish a secure TLS tunnel with the server.

In addition to the certificate used in the TLS handshake, a certificate is needed for the
EAP-TTLS conversation. OpenSSL is used for this purpose.

First, the goal is to create a Certificate Authority (CA):

openssl genrsa -out ca.key 2048
openssl req -x509 -new -nodes -key ca.key -sha256 -days 1024 -out ca.pem
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This creates a CA key (ca.key) and a CA certificate (ca.pem) which will sign the server
certificate. The first command generates a 2048-bit RSA private key for the CA while the
second command creates a self-signed certificate using the CA private key (ca.key) and
valid for 1024 days, stored in ca.pem.

Then, the server certificate that is signed with the CA is created:

openssl genrsa -out server.key 2048
openssl req -new -key server.key -out server.csr (-config config.cnf)
openssl x509 -req -in server.csr -CA ca.pem -CAkey ca.key -CAcreateserial

-out eap_server.pem -days 500 -sha256

This creates the server’s private key (server.key) and a signed server certificate (server.pem),
required for EAP-TTLS. The first command generates the private key for the server. The
second command then creates a Certificate Signing Request (CSR) for the server. Finally,
the last command is used to sign the server’s CSR with the CA certificate and key, creating
the server’s certificate (server.pem) with a validity of 500 days.

All the generated files are placed in the "certs" folder of FreeRADIUS. Also note that
the self-signed CA will be placed in the Meraki cloud controller via its dashboard to allow
the access point to trust this CA.

These commands ensure that the FreeRADIUS server has the correct permissions to
access the server key file and then restart the server to ensure the permissions are set:

sudo chmod 640 /etc/freeradius/3.0/certs/server.key
sudo chown freerad:freerad /etc/freeradius/3.0/certs/server.key
sudo systemctl restart freeradius

These commands restrict permissions on server.key, allowing only the FreeRADIUS server
to access it and then set the file owner and group to FreeRADIUS’s system user.

5.5.2 RADSEC configuration

To add a RADSEC client, it is necessary to edit /etc/freeradius/3.0/clients.conf :�
1 client radsec_client {
2 ipaddr = <Meraki AP IP> (81.245.174.125)
3 secret = radsec
4 proto = tcp
5 tls {
6 ca_file = /etc/freeradius /3.0/ certs/ca.pem
7 certificate_file = /etc/freeradius /3.0/ certs/

radsec_server.pem
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8 private_key_file = /etc/freeradius /3.0/ certs/
radsec_server.key

9 }
10 }� �

Listing 5.1: FreeRadius configuration: RADSEC client

This configuration defines a RADSEC client with the AP’s IP (81.245.174.125) and a shared
secret for RADSEC authentication. This section also configures the server to use TLS by
specifying the paths to the certificate and key files.

Then it is necessary to enable RADSEC at the /etc/freeradius/3.0/sites−available/tls
site:�

1 listen {
2 ipaddr = 185.48.12.253
3 port = 2083
4 type = auth
5

6 proto = tcp
7

8 # Send packets to the inner tunnel virtual server
9 virtual_server = inner -tunnel

10

11 clients = radsec
12

13 ...
14 tls {
15 #private_key_password = whatever
16 private_key_file = /etc/freeradius /3.0/ certs/

radsec_server.key
17 certificate_file = /etc/freeradius /3.0/ certs/

radsec_server.pem
18 auto_chain = no
19 }
20 }
21

22 clients radsec {
23 client mamaes {
24 ipaddr = 81.245.174.125
25 proto = tls
26 virtual_server = inner -tunnel
27 secret = radsec
28 }
29 }
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� �
Listing 5.2: FreeRadius configuration: RADSEC configuration

It defines the listening server for incoming RADSEC connections on 185.48.12.253:2083,
specifying the IP, port, and protocol type (TCP). This routes requests to the inner-tunnel
virtual server to handle inner EAP processing.

5.5.3 EAP module

This section explains how EAP can be enabled in FreeRADIUS using the rlm_eap module
[115].

A module can be enabled (in order for FreeRADIUS to load it) by linking it from the
mods-available folders to the mods-enabled folder:

sudo ln -s /etc/freeradius/3.0/mods-available/module
/etc/freeradius/3.0/mods-enabled/

It is necessary to edit /etc/freeradius/3.0/mods− enabled/eap to make it work with
EAP-TTLS [116] [19]:�

1 eap {
2 default_eap_type = ttls
3 timer_expire = 60
4 ignore_unknown_eap_types = no
5 cisco_accounting_username_bug = no
6

7 tls -config tls -common {
8 #private_key_password = whatever
9 private_key_file = /etc/freeradius /3.0/ certs/eap_server

.key
10 certificate_file = /etc/freeradius /3.0/ certs/eap_server

.pem
11

12 }
13

14 ttls {
15 tls = tls -common
16 default_eap_type = pap
17 copy_request_to_tunnel = yes
18 use_tunneled_reply = yes
19 virtual_server = "inner -tunnel"
20 }
21 }
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� �
Listing 5.3: FreeRadius configuration: EAP module/EAP-TTLS

It sets EAP-TTLS as the default EAP type, establishing the secure tunnel. PAP is used within
the tunnel as it sends credentials in plaintext, suitable within this secure TLS tunnel.

Then, to ensure that PAP is used, /etc/freeradius/3.0/sites−enabled/inner−tunnel
must be edited:�

1 authorize {
2 eap {
3 ok = return
4 }
5 files
6 }
7 authenticate {
8 Auth -Type PAP {
9 pap

10 }
11 Auth -Type EAP {
12 eap
13 }
14 }� �

Listing 5.4: FreeRadius configuration: PAP and EAP configuration

This setup ensures that PAP is used for authentication within the inner-tunnel, where
PAP credentials are securely tunneled.

5.5.4 REST module

This section explains how to enable REST in /etc/freeradius/3.0/mods− available/rest

using the rlm_rest module [117] [68]. This module is used to translate RADIUS authentica-
tion requests into HTTP requests and send them to the auth server.�

1 rest {
2 tls {
3 ca_file = /etc/freeradius /3.0/ certs/ca_auth_server.pem
4 ca_path = /etc/freeradius /3.0/ certs
5 }
6 connect_uri = "https: //marie.tiedie.io:443/"
7

8 authenticate {
9 uri = "${.. connect_uri}authenticate"
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10 method = "post"
11 header = ’Content -Type: application/json’
12 body = "json"
13 data = ’{" idToken": "%{User -Name}", "accessToken": "%{User -

Password }"}’
14 tls = ${.. tls}
15 }� �

Listing 5.5: FreeRadius configuration: REST module

This configuration enables the REST module to authenticate users by sending the idToken
and the accessToken in JSON format to marie.tiedie.io. The endpoint where the request is
sent is https : //marie.tiedie.io : 443/authenticate.

Finally, the inner tunnel is modified:�
1 authenticate {
2 Auth -Type REST {
3 rest
4 }
5 }� �

Listing 5.6: FreeRadius configuration: REST configuration

This adds the REST authentication type, allowing FreeRADIUS to use the REST module
when authenticating via an external server.

5.6 Auth server

The auth server has an embedded database that allows one to manage users and their
credentials. It handles incoming requests from users that want to gain access to a network
and thus need their credentials to be verified, and stores user tokens when they authenticate
to the IDP.

5.6.1 Endpoints

The auth server defines 3 main endpoints:

POST /auth

It is used to manage interactions between the IDP and the auth server. The /auth endpoint
exchanges an authorization code received in a JSON input containing the authCode
for tokens (ID token, access token, refresh token) using Google OAuth via the token
endpoint of Google. It then stores the tokens in RocksDB, using the idToken as the key
and concatenating the accessToken and refreshToken as value. The possible responses from
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the server are "200 OK" if authentication succeeds, "500 Internal Server Error" if token
exchange or storage fails, and "415 Unsupported Media Type" if the content type is not
JSON. To exchange an authorization code for tokens, the exchangeAuthCodeForTokens

function is called. It constructs an HTTP POST request to the OAuth provider’s token
endpoint. The request must contain the required parameters, including the client id
and secret, the code, the grant type and the redirect URI. The request is made to the
https : //accounts.google.com/o/oauth2/v2/auth endpoint.

POST /authenticate

It is used to manage interactions between the RADIUS server and the auth server. The
/authenticate endpoint verifies if the tokens provided in the received request (ID token and
access token) match the stored tokens in RocksDB. The tokens are received in a JSON
format that contains the idToken and the accessToken. The server then searches for the
provided idToken in the database and, if found, retrieves the associated access token. Finally,
it compares the provided accessToken with the stored one. The possible responses from the
server are "200 OK" if authentication succeeds, "401 Unauthorized" if authentication fails
and "415 Unsupported Media Type" if content type is not JSON. The token verification is
done in the authenticateTokens function. It checks if the tokens correspond to a valid and
authenticated user and checks if the access token is still valid and not expired. If the access
token is expired, it calls the exchangeRefreshTokenForNewAccessToken function to
replace it and notify the device that the access token was refreshed via Firebase Messaging
[50]. Firebase Cloud Messaging allows the auth server to reliably send messages to a client
application. The client application is identified via a unique token string which is required
to send the message to the client. When the client receives the message, he can then update
its access token with the refreshed one and make a new access request to the network with
the valid tokens.

Here is the pseudo-code for the authenticateTokens function:
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Algorithm 1 authenticateToken: Checks token validity
Data: idToken, accessToken
Result: true or false
StoredIdToken ← GetIdTokenFromDB(idToken)
StoredAccessToken ← GetAccessTokenFromDB(idToken)
if StoredIdToken is null then

return false
end
if isAccessTokenValid() is false then

StoredRefreshToken ← GetRefreshTokenFromDB(idToken) if StoredRefreshToken ̸=
null and accessToken = hashed(StoredAccessToken) then

newAccessToken ← exchangeRefreshTokenForNewAccessToken(StoredRefreshToken)

StoreNewAccessTokenInDB(newAccessToken)
NotifyDeviceApplication() // FirebaseMessaging
return false

end
return false

end
if hashed(StoredAccessToken) = accessToken then

return true
end

The GetIdTokenFromDB,StoredAccessToken andGetRefreshTokenFromDB func-
tions simply retrieve the tokens from the embedded database of the auth server.

The isAccessTokenV alid function is used to check if the access token is not expired by
querying the https : //oauth2.googleapis.com/tokeninfo?access_token = $accessToken

endpoint from Google and checking the "expires_in" field from the JSON response.
The exchangeRefreshTokenForNewAccessToken function is used to exchange the

expired access token for a new and refreshed access token using the refresh token. The
request is made to the usual https : //oauth2.googleapis.com/token endpoint with the
grant_type of the request set to "refresh_token".

GET /generateAndroidProfile

It is used to generate Android profile for the users. The /generateAndroidProfile generates
a Passpoint (Hotspot 2.0) profile in XML format for Android devices according to the
Passpoint specification [6]. It combines the generated profile with a CA certificate of the
server into a multipart/mixed response. The profile is filled via the value provided in the
AndroidProfileRequest object that contains all required attributes. These attributes are
either provided by the user in the GET request or hardcoded. The generateAndroidPro-
fileXML function is called to generate the profile XML by replacing placeholders in the
template XML Android profile file. The CA certificate is encoded in Base64 using the
loadAndEncodeDERCertificate function. The complete structure, including the headers,
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the profile, the CA and the boundary to delimit content is put in a multipart/mixed
response and base64-encoded before sending it to the device. The structure of the profile
is shown in Figure 5.10.

Figure 5.10: The Passpoint profile based on the structure described in [6]

Other endpoints

For testing and demonstration purposes only, other endpoints are defined, but should not
be used in production:

• POST /addUser: It adds a new user (tokens) to the database via a JSON containing
idToken, accessToken, and optionally refreshToken.

• PUT /updateUser: It updates stored tokens for an existing user.
• DELETE /deleteUser: It deletes tokens for a user identified by idToken.

5.6.2 Token Handling

Tokens are stored in a RocksDB database using the idToken as the key. The accessToken,
refreshToken and FMCToken are concatenated with :: as the delimiter. The database
supports operations such as storing (put), retrieving (get), and deleting (delete) tokens.

Persistance

The user data are stored in RocksDB, which is a persistent key-value database. The
RocksDB database is initialized on a specific path (data/rocksdb in the code). This
directory is created during the first run if it does not exist, and the database is persistent.
Even if the server restarts, the data remain in the data/rocksdb directory unless explicitly
deleted.
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5.6.3 External Service: Google OAuth Token Exchange

The exchangeAuthCodeForTokens function handles the exchange of an authorization
code for tokens using the Google OAuth endpoint. It uses OkHttp with logging for HTTP
requests.

The exchangeRefreshTokenForNewAccessToken function allows the server to re-
fresh an expired access token using the refresh token.

5.6.4 Formats

The Request/Response Format is JSON. In kotlin, it is possible to define structures
using data classes annotated with @Serializable, to handle authentication requests and
responses on the server. The @Serializable annotation enables seamless serialization and
deserialization of these data classes into JSON and vice versa, which is particularly useful
for handling HTTP requests and responses in a REST API. In this project, four classes
are defined:

• AuthRequest: "authCode": "string", "fcmToken": "string": It represents the request
payload sent to the /auth endpoint.

• AuthResponse: "accessToken": "string", "refreshToken": "string?", "idToken": "string":
It represents the response payload returned by the /auth endpoint after a successful
token exchange.

• AuthTokens: "idToken": "string", "accessToken": "string" : It represents the payload
for the /authenticate and /deleteUser

• AuthTokensWithRefresh: "idToken": "string", "accessToken": "string", "refresh-
Token": "string?" : It represents the payload for the /addUser and /updateUser
endpoints.

• AndroidProfileRequest: "friendlyName": "string", "fqdn": "string", "realm": "string",
"username": "string", "password": "string", "eapType": "int", "innerMethod": "string"
: It represents the attributes needed to construct the Android Passpoint profile. )

5.6.5 SSL configuration

To set up and start the server with SSL (HTTPS), Ktor is used. SSL is mandatory as
endpoints are accessible only via HTTPS [34]. In the main server function, the Ktor
server is initialized with an SSL configuration, loading a PKCS12 keystore (server.p12) for
HTTPS. The server is then started on port 443.

The SSL configuration involves certificates. These certificates were generated using
openssl in the same way as in the subsection 5.5.1. This will result in a server.pem file
that is the server certificate. Its SAN is marie.tiedie.io.

Kotlin applications often use the PKCS12 format for keystores in Netty SSL configu-
rations with Ktor, as it is the default keystore type in modern JVM environments [97]. To
convert the certificates to PKCS12 format, this openssl command is used:
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openssl pkcs12 -export -in server.pem -inkey server.key -out server.p12
-name ktorServer -CAfile ca.pem -caname root

This command assigns an alias (ktorServer) to the key pair in the keystore and generates
the server.p12 certificate.

5.7 IDP (Firebase, Google)

5.7.1 Firebase set up

Firebase requires several setups before actually being able to authenticate users through
Google on Android. This is documented on the "Authenticate with Google on Android"
page of the Firebase documentation [51].

First, a Firebase project must be created via the Firebase console [32]. In the authenti-
cation section of the new project, a sign-in method must be added and in this case, Google
is selected. With Google authentication, the SHA fingerprint of the application must be
specified. The fingerprint can be found via the Gradle signingReport command in Android
Studio, as can be seen in Figure 5.11.

Figure 5.11: The SHA-1 of the signing certificate using the Gradle signingReport command in
Android Studio

After this step, the Firebase configuration file (google-services.json) needs to be replaced
in the Android Studio project with the new one provided in Firebase.

Some dependencies are needed in the root-level (project-level) Gradle file to configure
Google services plugin such as Firebase and Google APIs in the application:

alias(libs.plugins.google.gms.google.services) apply false
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Other dependencies are needed in the module (app-level) Gradle file to apply the
Google services plugin and include dependencies for Firebase Authentication, Google Play
Services Authentication, and OkHttp (for HTTP requests):

alias(libs.plugins.google.gms.google.services)

implementation(libs.firebase.auth)
implementation(platform(libs.firebase.bom))
implementation(libs.google.firebase.auth)
implementation(libs.play.services.auth)
implementation(libs.okhttp)

Note that using Firebase BoM ensures that all Firebase dependencies are compatible
and have consistent versions throughout the project.

After this, everything is setup and Firebase can be integrated in the mobile application.
In this project, Android Studio [33] will be used to develop the Kotlin application. It

is particularly useful as a Firebase Assistant tool in it allows to directly add the firebase
project to the Android project. It also allows to emulate an Android phone.

5.7.2 Google Identity set up

To use the Google OAuth 2.0 endpoints and thus get the necessary tokens, Google
Identity must be correctly set up, as documented in the "Using OAuth 2.0 for Web
Server Applications" page of the documentation [34]. The Google APIs must be enabled
in the API Console [5] for this project. For this project, the Identity Toolkit API [25] to
manage authentication through the Identity Platform and Firebase Installations API [51]
that help with application development are enabled.

In the console, Firebase autocreated the project, including the API keys, OAuth 2.0
client ID and service accounts. In the OAuth client ID page section, the Web client (auto
created by Google Service) needs to be modified to allow a new redirect URI, https :

//marie.tiedie.io/auth. In this section, the client id and secret used for the authorization
and token requests from the auth server are available, as can be seen in Figure 5.12.

81



CHAPTER 5. PROTOTYPE: IMPLEMENTATION AND DEMONSTRATION

Figure 5.12: Web client OAuth 2.0 ID from API Console, taken from [5]

The client ID and secret will be used on the auth server to make requests to the IDP.

5.8 IDP (BOSA, e-ID)

The integration with BOSA and e-ID credentials is not yet done because it requires a client
ID and a client secret, which must be provided by BOSA. Due to legal and administrative
procedures, the process to receive these credentials has taken longer than expected and
cannot be documented here.

However, the overall integration logic is essentially the same as with Firebase, Google
Identity and Google credentials. Firebase is designed to support many types of credentials.
As a result, since the integration is already working with Google credentials, the transition
to using e-ID credentials will involve minimal changes. The biggest modification required
will be to update the client ID and client secret to the ones provided by BOSA, and update
the endpoint to query.

5.9 Demonstration

A video demonstrating the whole solution is available at the following link:

OpenRoaming thesis - Demo and progress (Marie Maes)-20241219 1405-1.mp4

First, the client must authenticate through the IDP using either its Google or e-ID
credentials in the mobile application, as shown in Figure 5.15.
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Figure 5.13: Welcome page of the mobile ap-
plication that allows the user to authenticate

Figure 5.14: Google screen to authenticate via
the FirebaseAuth application

Figure 5.15: Screenshots of the mobile application

Once the user is successfully authenticated, he will receive an authorization code from
either the Google or e-ID IDP, and will exchange it for an id, access and refresh tokens by
making a request containing the authorization code to the auth endpoint of the auth server.
The auth server will then manage the exchange of the authorization code for the tokens
via the Google or e-ID endpoint, as can be seen in Figure 5.16. The mobile application
then receives the tokens and sends another request to the auth server to get its Hotspot
2.0 profile through the generateAndroidProfile endpoint.
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Figure 5.16: Logs of the auth server that show the requests to the auth and to the generateAn-
droidProfile endpoint

Once the mobile application receives a response from the auth server with the profile,
the user will see a pop-up notification in the settings asking if he wants to allow suggested
Wi-Fi networks, which will authorize the mobile application to suggest networks and thus
connect the device automatically and seamlessly, as can be seen in Figure 5.17.
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Figure 5.17: Pop-up notification to allow suggested Wi-Fi networks

Once this is done, the device can now seamlessly connect to the OpenRoaming-enabled
Wi-Fi. It will involve all the components developed in this project. These components are
represented in Figure 5.18.

Figure 5.18: OpenRoaming components summary

First, the client device will broadcast probe requests to search for available SSIDs near
him. The access points then respond with probe responses. One of these responses is sent
from the AP with SSID "Test1" and is shown in Figure 5.19.

The "Wi-Fi Alliance: Hotspot 2.0 Indication" field indicates that the network sup-
ports Passpoint (802.11u/Hotspot 2.0). Then, the "Microsoft Corp." and "Cisco Meraki"
Vendor Specific fields indicate the OpenRoaming RCOI for "allow all users", 004096. The
interworking element is part of the 802.11u specification and supports network discovery
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and selection by providing additional metadata about the network. The Access Network
Type being "Free public network" is common for OpenRoaming-enabled networks. Finally,
the advertisement protocol is set to the Access Network Query Protocol (ANQP), which is
the common protocol used with OpenRoaming to query the network for information such
as roaming consortiums and other OpenRoaming-related fields.

Figure 5.19: Probe response information for the OpenRoaming-enabled SSID Test1

The Meraki access point then receives the 802.11 association request from the client,
as shown in Figure 5.20.

Figure 5.20: Event logs from the meraki access point

When the access point receives the request from a user to gain access to the network, it
needs to communicate with the RADIUS server for the authentication process via EAP-TTLS.
First, the EAP identity is sent to the RADIUS server, as can be seen in Figure 5.24. The
RADIUS server receives an Access-Request packet with the anonymous outer identity set to:

User-Name = "anonymous@test-beid.openroaming.net"

The User-Name is "anonymous" with the realm being test− beid.openroaming.net. The
NAS-IP-Address is the IP address of the access point. There are also some attributes
specific to Meraki, such as the device name of the access point. In this case, the Meraki
access point is "Marie AP".
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Figure 5.21: EAP Identity exchange in the Access-Request RADIUS message

After the initial Access-Request packet, the RADIUS server sends an Access-Challenge
to actually start the TTLS conversation, as shown in Figure 5.22.

Figure 5.22: Access-Request packet from the RADIUS server

This TLS handshake between the AP and the RADIUS server then starts and can be
captured using tcpdump and filtering on the tcp port 2083 (RADSEC default port). It is
represented in Figure 5.23.

Figure 5.23: The TLS Tunnel establishment between the Meraki AP and the RADIUS server, in
WireShark

The same exchange is also captured in the FreeRADIUS logs, as can be seen in
Figure 5.24.
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Figure 5.24: The TLS Tunnel establishment between the Meraki AP and the RADIUS server, in the
FreeRADIUS logs

This handshake concludes the first phase of the EAP-TTLS conversation. After that,
the tunnel is successfully established and the second phase starts. In this phase, the client
needs to authenticate by giving its credentials as a username and password to the RADIUS
server. This exchange is shown in figure Figure 5.25.

Figure 5.25: Second phase of the EAP-TTLS exchange: the user sends its credentials
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The RADIUS server then needs to ensure that the credentials given by the user are
valid. To do so, it sends a REST request to the authenticate endpoint of the auth server
with the received id token and access token, as shown in Figure 5.26.

Figure 5.26: REST call by the RADIUS server to the auth server to check the user credentials

Upon receiving the request, the auth server checks if the credentials received (the
id and access token) are in its database. If this is the case and the tokens are valid, it
responds to the RADIUS server with a "200 OK" status, as shown in Figure 5.27.

Figure 5.27: Second phase of the EAP-TTLS exchange: the user sends its credentials

The "200 OK" status is received by the RADIUS server that interprets it as a successful
authentication for the user, and thus sends an Access-Accept message to the access point.

Figure 5.28: Access-Accept packet from the RADIUS server

When the access point receives the Access-Accept message, its next logs (RADIUS
response, EAP success) confirm that the access point communicated with the RADIUS server
for authentication using EAP successfully. Finally, the 802.1X log shows that the client, when
successfully authenticated with the RADIUS server, authenticates over the WPA2/WPA3
protocol, as shown in Figure 5.29.
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Figure 5.29: Event logs from the meraki access point

Finally, when the access point gives access to the user to the network, the user will
finally connect to the Wi-Fi without requiring any action on his side. The user did not
push any button, enter any credentials, had to accept anything, etc. Once authenticated
with Google or e-ID using the application, he never has to authenticate again and will
connect seamlessly to the available OpenRoaming Wi-Fi. In fact, Figure 5.30 shows that
the user is "Connected via FireBaseAuth", which is the mobile application.

Figure 5.30: Screenshot of the user being connected to an OpenRoaming Wi-Fi

5.10 Use-cases

In municipality or communal building, such as a town hall, public library, or community
center, free Wi-Fi access is often offered to their visitors. These venues often have a wide
range of users, including residents, tourists, and government workers, making it essential
to provide secure and seamless connectivity.

By integrating OpenRoaming with e-ID credentials, these buildings enable visitors
to authenticate with a highly secure identity verification mechanism, ensuring that only
legitimate users gain access to the Wi-Fi network and making it difficult for unauthorized
users to access the network. Also note that authenticating users with e-ID credentials
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ensures accountability, as each user is tied to a verified identity. It could thus create a
safer and more reliable Wi-Fi environment for every visitor.
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Chapter 6

Conclusion

The main objective of this project was to evaluate how e-ID can be integrated as an Identity
Provider (IDP) within the OpenRoaming federation, in order to get seamless, secure, and
private Wi-Fi access. The project has focused on understanding the theoretical background
of OpenRoaming, Wi-Fi standards, and network components, as well as exploring the e-ID
authentication method.

Once the theoretical background was established, it was necessary to investigate how
this integration could possibly be implemented. All components necessary for this project
were developed, such as the mobile application, the access point, the AAA server which
includes the EAP/RADIUS server and the auth server, and the IDP. Some choices were critical
during this step, such as the selection of the EAP method and the programming language.
The implementation of each component has been carefully thought out, going from the
parameters for the Hotspot 2.0 profile to the query parameters for the IDP endpoints.

Finally, the actual implementation was done. It combined the configuration for the
access point, the EAP server, and programming for the mobile application and auth server.
It also involved working with certificates and CAs for the TLS conversation between the
AP, the EAP server, the auth server and the mobile device.

The final prototype is an Android device that, after downloading the mobile application
and authenticating successfully with the IDP, is able to seamlessly connect to a Wi-Fi that
it had never visited before, while remaining in a safe environment.

This secure environment is ensured by several components in the project. First, the
configured FreeRADIUS server that is able to communicate with the auth server using
HTTPS for secure user authentication, and that is also able to work with EAP-TTLS and
PAP over RADSEC for secure credential transmission with the access point. The access point
uses WPA2 Entreprise to ensure secure wireless communication. Finally, the use of the
OAuth 2.0 and OpenID Connect protocols ensured a secure authentication through the
IDP, with reliable e-ID credentials. The access and refresh tokens, with the access token
expiring after some time, also allowed the process to be more secure.
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CHAPTER 6. CONCLUSION

6.1 Possible improvements

While this thesis is a strong foundation for integrating e-ID as an Identity Provider within
the OpenRoaming federation, it also opens the door to potential enhancements and future
work. In the following section, some possible improvements are described.

Actual e-ID integration

A potential improvement for the project would be to complete the integration of e-ID
credentials once the client ID and the secret are provided by BOSA. This would enable
seamless authentication using the Belgian e-ID system.

Database security

A potential improvement for this project would be to enhance the security of the embedded
RocksDB database, which currently stores credentials as key-value pairs in plain-text.
This setup is simple and working but additional measures could be implemented to ensure
better protection of sensitive data, such as encryption, access controls, or integration of
more advanced security features. These enhancements would help in the case where the
database would be compromised. The goal of this enhancement would be that, in the
worst-case scenario of a data breach, the exposed data would be unusable by the attacker.

EAP-PPT

For this project, EAP-TTLS was used not only for its strong security but also because it
was compatible with FreeRADIUS, which is not the case of EAP-PPT. However, EAP-PPT
is an EAP type that is particularly suited for use cases such as the OpenRoaming one, as
it allows users who will connect to a public network to do so anonymously and securely.
EAP-PPT would thus minimize the exposure of user credentials and identities during the
authentication process. Implementing this would be a significant challenge, as FreeRADIUS
does not support it and significant changes would be required.

Cross-border e-ID integration

Currently, the use of e-ID credentials in this project is limited to Belgian citizens. However,
future work could be to enable cross-border e-ID integration, as many European countries
also have e-ID systems [4]. This improvement would be an interesting feature, as it
would align with the OpenRoaming principle of roaming more efficiently. However, this
enhancement would be more focused on the legal aspect, since integrating cross-border e-ID
would only require using different client id, secrets and querying from different endpoints.
The major part of the work would thus be the legal communication.
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iOS mobile application

For now, the project is designed to work exclusively with Android devices. A great im-
provement would be to develop an iOS application that would allow iOS users to also have
access to OpenRoaming using their e-ID credentials.

Scaling and performances

A big improvement for this project would be to evaluate various components of the system
under realistic loads to test the scalability and the performances of the OpenRoaming
application.

It would involve establishing the metrics that are interesting to measure and where
to measure them. For example, it could be the latency for authentication requests to be
processed end-to-end, the number of requests the auth server, the RADIUS server, or the
overall system can handle per second, the resource utilization of the marie.tiedie.io VM
that hosts both servers, the failure rate, to evaluate the maximum number of simultaneous
users the system can support, etc.

It would also require testing different scenarios that emulate real-world usage. For
example, testing authentication requests and test different scenarios where there is a
component failure (e.g., Google IDP unavailability). It could also involve the introduction
latency, jitter, and packet loss to mimic real-world connectivity issues.

Finally, it can be interesting to test scalability by finding the maximum load that the
system can handle and potentially to identify bottlenecks in the components.
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